Operating Systems

LAB I

# Introduction to the UNIX

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Part 1: Directory Structure and Manipulation UNIX has a hierarchical file system. That means that all directories are based upon a root directory (in UNIX it is the ***/*** directory). This is illustrated in Figure I.  (/) (root)  / \  / \  (classes) (tmp)  / | \ \  (bob) (ed) (ralph) (examples)  / | \ \  file1 file2 file3 a\_file  **Figure I**  A pathname identifies a particular file or directory uniquely. An absolute pathname starts at the root and names each directory along the way to the destination directory or file. An example is (***/tmp/examples/a\_file***). This specifies a file called ***a\_file*** which exists in the ***examples*** subdirectory. A relative pathname tells how to reach the destination from the current directory. If you were in the ***/tmp*** directory, the path to ***a\_file*** would be ***examples/a\_file***.  Every user has a home directory in UNIX. It is the directory you start off in when you first log in. In order to specify that directory when referencing it as a file a user can use the **~** key. ***~/files/file*** is a file located in the files subdirectory located in the user's home directory. In order to reference another user's home directory use ***~username*** (an example is ***~bob/file1***).  Other special reference variables are '***.***' and '***..***' The '***.***' reference refers to the current directory so if you are in the ***/tmp*** directory and you want to reference the ***example*** subdirectory you could use ***./examples***. The '***..***' directory refers to the directory to which the current directory is a subdirectory of. If you are in the ***/classes/bob*** directory then ***..*** refers to the ***/classes*** directory.  **Commands to use on directories and files:**  **cd *arg***  The change directory command. When taken with no arguments it means to change directory to the users home directory. To change to the ***examples*** directory you would use **cd */tmp/examples***. This accepts all wildcards and special commands like '***.***' and '***..***'  **mkdir *name***  Creates a directory in the spot specified by ***name***. If you wish to make a directory called ***my\_dir*** in your current directory then the command would be **mkdir *my\_dir***.  **rmdir *name***  Removes a directory in the spot specified by name.  **NOTE:**  Directory and file permissions are very important to UNIX security because of the multiple users on the file system. Each file and directory has an owner, belongs to a user group, and contains permission bits. In order to see the permission bits of all files in a directory a user can type **ls -l** or to get a specific file a user can type **ls -l file**. An example is  **% ls -l */classes/bob/file1***  Permission bits are displayed in the form: **-rwxr-xr-- 1 bob projx 538 May 24 10:12 /classes/bob/file1**  The first field (in this case **-**) indicates that it is a file. If it were a directory, it would be indicated with a **d**. The next three fields are the permission bits for the owner, the next three are for the group and the third three are for the rest of the world. These three groups specify whether the user has read,write, or execute/search privileges. In this case the user has all privileges. The group **projx** can read and execute the file and the world can just read the file. The owner of a directory or file can change the permissions on a file by using the **chmod** command. All users should read how to change permissions by typing in **% man chmod**  This gives you the UNIX manual page which explains the **chmod** command. You can use the man command to get info on most unix and c commands. The syntax is **man *command***. Questions: (All questions refer to **Figure I** as the file structure)  **1)** You are the user bob and are in your home directory, the ***/classes/bob*** directory. Give 5 ways to reference the file ***file3***. You must use Absolute, Relative and the '***.***' and '***..***' reference methods at least once.  **2)** If you are logged into **DCSE** and you want to go to your TA's home directory how would you do it without knowing anything about the DSCE departments file structure? (Your TA's username is ***torfanos***)  **3)** If you are user bob, how would you change the permission on ***file1*** to just execute for user and group and no privileges for the world? Part II: File Redirection and Pipes Standard output is the data that is usually displayed on the screen. We may send standard output to a file by using the **command > *file*** syntax. We say that **>** redirects the standard output. **command** is a single command (or command group) and file is any valid file pathname. If you want to list what you have in your directory and save it to a file called ***dir\_list*** you would enter **ls > *dir\_list***. You can append data to a file using the **>>** command. To add the list of items in the root directory to your directory list you could use **ls */* >> *my\_dir***.  Input redirection is using a file as the input for a command. The syntax is **command < *file***. An example of this is if Bob wants to mail Ed a copy of ***file1***; he would enter **mail ed < *file1***.  Sequences of events often require a temporary file to hold intermediate results. For example if Bob entered the commands:  **% ls > *dir\_contents***  **% mail ed < *dir\_contents***  **% rm *dir\_contents*** (deletes the file)  Then Ed would get a copy of Bob's directory. We can eliminate the need for a temporary file by using a pipe to connect the output of **ls** to the input of **mail**.  The pipe symbol is **|** in UNIX. The solution would be **ls | mail ed**. The general format of a pipe is:  **command1 | command2 | command3 | ... | command*n***  **Questions:**  (All questions refer to **Figure I**)  **1)** The command **wc** counts words, characters or lines. The syntax is:  **wc [options] [file(s)]**  ***options:***  **-l** counts # of lines in file  **-c** counts # of bytes in file  **-w** counts # of words in file    If ***file2*** is a list of users with more than one on each line, how would Ed (from his home directory) store the number of users in a file called ***num\_users***?  **2)** The command **sort -d *file*** displays a file in dictionary order. The command **more** (**more *file***) displays the contents of a file one page at a time.  Show how Bob would display the sorted contents of his home directory one page at a time. Part 3: Wildcards and Special Characters When describing a file a user may use wildcards to help name more than one file. This is called filename expansion and the *csh* (and *tcsh* which is running on the ee systems and cs systems) supports these characters:   |  |  | | --- | --- | | **?** | Matches any single character | | **[list]** | Matches any character in list. | | **[lower-upper]** | Matches any character in the range between lower and upper (inclusive) | | **\*** | Matches any pattern (including null) |   ***Examples:***   |  |  | | --- | --- | | **% ls \*.c** | lists all files which end in .c | | **% ls file\*** | list all files that start with file (includes file by itself) | | **% ls program.?** | list all files that start with program. and have a one letter suffix. | | **% ls file[1-2]** | list file1 and file2. |   ***Special Characters that the shell interprets first:***   |  |  | | --- | --- | | **\** | Dereferences the following character (used to use things with \* or ? in the name). | | **$** | Variable Identifier | | **;** | Ends a command |   **Questions:**  These questions are based on a directory which has the following files in it:  ***file1 file2 file3 file4 afile file.c file.s file.so file.o farm.c farm.co***  **NOTE:** All expansion solutions should be of the format **command *file(s)***. There should only be one argument following command and in order to get multiple files you must use wildcards.   1. How would you list files these files (***file2, file3, file4***)? (HINT use **ls**) 2. How would you remove, using the **rm *file(s)*** command, ***file.c*** and ***file.s*** (note: keep ***file.o***)? 3. How would you remove any file which contains the word ***file*** in it? 4. How would you list all files that begin with ***f*** and end with a 2 letter suffix. 5. If you had a file which was called ***hard?*** , with ***?*** actually being a question mark. How would you reference that file ? |

**Operating Systems**

**LAB 2**

# UNIX File System

**Objectives:**

The aim of this laboratory is to show you some of the aspects of the Unix file system. Because we will be running user-level programs, we don't have the opportunity to see the actual physical layout of blocks in each file system.

However, we can still get an idea of what the Unix file system provides to its users.

The following are the primary objectives of this lab session:

      **Understanding UNIX files**

      **Different types of files**

      **Structure of the file system**

      **File Names**

     Defining files with wildcard characters and regular expressions

     Absolute and Relative Names

      **Access Permissions**

     Understanding, Displaying and Changing access permissions

     Default access permissions

      **Working with Files and Directories**

     Creating, removing and Displaying file

     Determining file type

     List the files in a directory

     Copying files

     Making, copying and Removing directories

     Changing to another directory

     Finding a file

     Searching and Sorting the contents of a file

     Linking + Moving files and directories

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Understanding UNIX files**

**A file system is a logical method for organizing and storing large amounts of information in a way, which makes it easy to manage. The file is the smallest unit in which information is stored.** The UNIX file system has several important features.

Files do not actually reside inside directories. **A directory is a file that contains references to other files**. The directory holds two pieces of information about each file:

      its **filename**

      an **inode** number which acts as a pointer to where the system can find the information it needs about this file.

Filenames are only used by the system to locate a file and its corresponding inode number. This correspondence is called a link.

**To the system, the file is the inode number.** Multiple filenames can be used to refer to the same file by creating a link between an **inode** and each of the filenames.

# File Metadata

Every operating system keeps information about files: their name, their size, etc. This is known as ***file metadata***. The metadata that Unix keeps on each file is given below (with the Unix name for each piece of data):

**st\_dev**      The **device number** of the device containing the **i-node**. This tells you on what device the file is stored.

**st\_ino**      The **i-node number.** Each file has a unique **i-node number** (that is, unique on that particular device).

**st\_mode**    The **16-bit protection** for the file.

**st\_nlink** The number of names **links** to this file.

**st\_uid**      The **user-ID of the file's owner**.

**st\_gid**      The **group-ID**; this and the protection affects how certain people can use the file.

**st\_size**    The current **size** of the file.

**st\_atime** The **access time** as the number of seconds since 1970. Updated whenever the file is read, but not when a directory that appears in a path is searched.

**st\_mtime** The **modification time**, updated when the file is written. Updated when a link is added to or removed from a directory.

**st\_ctime** The **status-change time**, updated when the file is written or when the mode, owner, group, link count, or modification time is changed.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**Different types of files**

To you, the user, it appears as though there is only one type of file in UNIX - the file which is used to hold your information. In fact, the UNIX file system contains several types of file.

***Directories***

**A directory is a file that holds other files and other directories**. You can create directories in your home directory to hold files and other sub-directories.

Having your own directory structure gives you a definable place to work from and allows you to structure your information in a way that makes best sense to you.

Directories which you create belong to you - you are said to "own" them - and you can set access permissions to control which other users can have access to the information they contain.

***Ordinary files***

**This type of file is used to store your information, such as some text you have written or an image you have drawn. This is the type of file that you usually work with.**

Files which you create belong to you - you are said to "own" them - and you can set access permissions to control which other users can have access to them. Any file is always contained within a directory.

***Special files***

**This type of file is used to represent a real physical device such as a printer, tape drive or terminal.**

It may seem unusual to think of a physical device as a file, but it allows you to send the output of a command to a device in the same way that you send it to a file. For example:

**cat scream.au > /dev/audio**

This sends the contents of the sound file **scream.au** to the file **/dev/audio** which represents the audio device attached to the system.

The directory **/dev** contains the special files which are used to represent devices on a UNIX system.

***Pipes***

UNIX allows you to link commands together using a pipe. **The pipe acts as a temporary file, which only exists to hold data from one command until it is read by another.**

Unix has the following file types:

**REG ( - )**          **regular file**.

**DIR ( d )**          **directory**.

**CHR ( c )**         **character device** (used for direct device access).

**BLK ( b )**         **block device** (used for direct device access).

**LNK ( l )**          **symbolic link** (more later).

**FIFO ( f )**          **named pipe**.

**SOCK ( s )**       **socket**.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**Structure of the file system**

**The UNIX file system is organized as a hierarchy of directories starting from a single directory called root which is represented by a / (slash).** Imagine it as being similar to the root system of a plant or as an inverted tree structure.

Immediately below the **root** directory are several **system directories** that contain information required by the operating system. The file holding the UNIX **kernel** is also here.

***UNIX system directories*** The standard system directories are shown below. Each one contains specific types of file. The details may vary between different UNIX systems, but these directories should be common to all. Select one for more information on it.

**/ (root)**

**|**

**-----------------------------------------------------------------------------------**

**| | | | | | | | |**

**/bin /dev /etc /home /lib /tmp /usr /proc kernel file**

**The /bin directory contains the commands and utilities that you use day to day**. These are **executable binary files** - hence the directory name **bin**.

**The /dev directory contains special files used to represent real physical devices such as printers and terminals.**

**The /etc directory contains various commands and files which are used for system administration.** One of these files - motd - contains a 'message of the day' which is displayed whenever you login to the system.

**The /home directory contains a home directory for each user of the system.**

**The /lib directory contains libraries that are used by various programs and languages.**

**The /tmp directory acts as a "scratch" area in which any user can store files on a temporary basis.**

**The /usr directory contains system files and directories that you share with other users.** Application programs, on-line manual pages, and language dictionaries typically reside here.

The **kernel** As its name implies, the kernel is at the core of each UNIX system and is loaded in whenever the system is started up - referred to as a **boot** of the system. It manages the entire resources of the system, presenting them to you and every other user as a coherent system. Amongst the functions performed by the kernel are:

 managing the machine's memory and allocating it to each process.

 scheduling the work done by the CPU so that the work of each user is carried out as efficiently as is possible.

   organizing the transfer of data from one part of the machine to another.

   accepting instructions from the shell and carrying them out.

   enforcing the access permissions that are in force on the file system.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**File Names**

Unix files have one or more names. **Names can consist of the characters A-Z, a-z, 0-9 and most punctuation. Spaces are not allowed; neither is the '/' character** (why not)?

**Defining files with wildcard characters**

Wildcard characters can be used to represent many other characters. Use them whenever you need to define a string of characters, such as a filename, for use with a command.

Useful wildcards are:

**\*** matches **any characters**

**?** match **any single character**

[...] matches **any character in the enclosed list or range**.

Suppose you want to list all files that start with ‘a’ and ends with ‘.c’ type the command

**ls a\*.c**

**Some Examples of using meta characters for handling files:**

**echo a\*** : Prints the names of the files beginning with a.

**cat \*.c** : Prints all files ending with .c

**rm \*.\*** : Removes all files containing a period.

**ls x\*** : Lists the names of all files beginning with x.

**rm \*** : Removes all files in the current directory (Note : Be careful when you use this).

**echo a\*b** : Prints the names of all files beginning with a and ending with b

**cp .. /programs/\*.** : Copy all files from ../programs into the current directory.

**cat ?** : prints all files with one character name.

**echo ??** : It prints file names with two character names.

**echo \*** : It displays all file names present in your pwd.

**echo [ab]\*** : It displays all file names with a or b or ab both.

**echo \*[0-9]** : Displays all file names having any digit 0-9.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Regular expressions**

A regular expression is a concise way of expressing any pattern of characters.

**You construct a regular expression by combining ordinary characters with one or more metacharacters**: characters that have special meaning for the shell.

**Matching file names with regular expressions**

You can use the following metacharacters within any shell to create regular expressions that match file names.

**?**  matches any single character

**\*** matches any number of any characters

**[nnn]**  matches any of the enclosed characters

**[!nnn]**  matches any character that is not enclosed

**[n-n]**  matches any character in this range

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Absolute and Relative Names**

Files are organized hierarchically into ***directories***, mainly for the benefit of the users. There are two ways of expressing the name of each file:

The ***absolute*** name of a file starts at the ***root*** of the directory tree, and gives the name of all intermediary directories leading up to the file, for example:

         /usr/local/bin/tcsh

         /bin/sh

         /home/staff/wkt

         /var/spool/mqueue/xxx.012643

Incidentally, you can't tell if any of the above names are the name of a file or a directory: **there is essentially no difference between a file and a directory in Unix**.

The ***relative*** name of a file starts at the ***current working directory or parent working directory***.

You can use the command **pwd** to see the current working directory. If you need to go toward the root of the directory with a relative name, you can use the expression **..** to move up one level. The **..** shorthand can be used within filenames. Some examples of relative filenames could be:

         Documents/myfile.txt

         ./Mail/ahmed

         ../../staff/wkt/hello.txt

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Home Directory**

Any UNIX system can have many users on it at any one time. As a user you are given a home directory in which you are placed whenever you log on to the system.

User's home directories are usually grouped together under a system directory such as **/home**. A large UNIX system may have several hundred users, with their home directories grouped in subdirectories according to some schema such as their organizational department.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Current Directory**

When you log on to the system you are always placed in your home directory. At first this is your current directory. If you then change to another directory this becomes your current directory. The command **pwd** displays the full pathname to your current directory.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**Access Permissions**

Every file and directory in your account can be protected from or made accessible to other users by changing its access permissions. You can only change the permissions for files and directories that you own.

## Understanding Access Permissions

## There are three types of permissions:

**r  read** the file or directory

**w write** to the file or directory

**x execute** the file or search the directory

Each of these permissions can be set for any one of three types of user:

u  the user who owns the file (usually you)

**g**  members of the **group** to which the owner belongs

**o** all **other users**

The access permissions for all three types of user can be given as a string of nine characters:

**user group others**

**r w x r w x r w x**

These permissions have different meanings for files and directories.

Examples of access permissions

**ls –l file1**

**-rw------- 2 ahmed 3287 Apr 8 12:10 file1**

The **owner** of the file has **read** and **write** permissions and no permissions to others.

**ls -l file2**

**-rw-r--r-- 2 ahmed 3287 Apr 8 12:11 file2**

The **owner** has **read** and **write** permissions. Everyone else - the **group** and all **other users** - can **read** the file.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## 

## Displaying Access Permissions

To display the access permissions of a file or directory use the **ls** command:

**ls –l filename or directory**

This displays a one line summary for each file or directory. For example:

**-rwxr-xr-x 1 ahmed staff 3649 Feb 22 15:51 prog.c**

This first item **-rwxr-xr-x** represents the access permissions on this file. The following items represent the **number of links (1)** to it; the **username** (*ahmed*) of the person owning it; the name of the **group** (*staff*) which owns it; its **size in bytes** (*3649*); the **time** (*15:51*) and **date** (*Feb 22*) it was last changed, and finally, its **name** (*prog.c*).

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## 

## Default Access Permissions

When you create a file or directory its access permissions are set to a default value. These are usually:  **rw-------**

gives you **read** and **write** permission for your **files**; **no access permissions for the group or others. rwx------**

gives you **read,** **write** and **execute** permission for your **directories**; **no access permissions for the group or others.**

Access permissions for your **home** directory are usually set to **rwx--x--x** or **rwxr-xr-x**.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

# Changing Access Permissions

To change the access permissions for a file or directory use the command

**chmod mode filename**

**chmod mode directory\_name**

The "**mode**" consists of three parts: **who** the permissions apply to, **how** the permissions are set and **which** permissions to set.

To give yourself permission to execute a file that you own:

**chmod u+x file1**

This gives you **execute** permission for the file "**file1**".

To give members of your **group** permission to **read** a file:

**chmod g+r file2**

This gives the **group** permission to **read** the file "**file2**".

To give **read** permission to **all** for a particular type of file:

**chmod a+r file3**

This gives **all** permission to read file “**file3**”.

## Setting Access Permissions Numerically There is a shorthand way of setting permissions by using octal numbers. Read permission is given the value 4, write permission the value 2 and execute permission 1.

**r w x**

**4 2 1**

These values are added together for any one user category:

**1 = execute only**

**2 = write only**

**3 = write and execute (1+2)**

**4 = read only**

**5 = read and execute (4+1)**

**6 = read and write (4+2)**

**7 = read and write and execute (4+2+1)**

So access permissions can be expressed as three digits. For example:

**user** **group**  **others**

chmod **640** file1  **rw- r-- ---**

chmod **754** file2 **rwx r-x r--**

chmod **664** file3 **rw- rw- r—**

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

## Working with Files and Directories

## Creating files

## *Create a file with the cat command* *Type the command*

**cat > name\_of\_file**

Now type in your text. Press the <Return> key to start a new line. When you have finished typing in your text, enter Ctrl-d (Press and hold down the Ctrl key and type a "d"). This stops the cat command and returns you to the system prompt.

***Text editors*** While using UNIX you will often want to create a text file and then change its content in some way. A text editor is a program that has been designed especially for this purpose. The easiest of all editors is the **pico** editor. Type the command

**pico name\_of\_file**

The editor will open where you can write your text or program and at bottom of editor window you will see the commands to save, quit or do other changes to text. Just follow those commands.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## 

## Removing files

To remove a file use the command:   **rm filename(s)**

You cannot remove a file in another user's account unless they have set access permissions for the file which allow you to. Use the **-i** (interactive) option which makes the command prompt you for confirmation that you want to remove each file. To remove a single file:  **rm help.txt** This removes the file **help.txt** from the current directory. To remove several files: **rm file1 file2 file3**This removes files file1, file2, file3 from current directory. To remove files interactively: **rm -i file** This will prompt you to confirm that you want to remove **file** from the current directory.

Answering **y** will delete the file. The file is not deleted if any other response is given.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## 

## Determining file type

## *The file command examines the content of a file and reports what type of file it is. To use the command enter:* file filename

Use this command to check the identity of a file, or to find out if executable files contain shell scripts, or are binaries. Shell scripts are text files and can be displayed and edited.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

# Displaying files

The **cat** command is useful for displaying short files of a few lines. To display longer files use **page** or **more** that displays files page by page of 25 or so lines.

To display the contents of a file use the commands:

**cat** filename

**page** filename

**more** filename

To display the first **n** number of lines of a text file use the command:    **head –n filename** To display the last **n** number of lines of a text file use the command:    **tail -n filename** Note: Both the **head** and **tail** commands displays only first and last **10** lines respectively if the option of **n** is not specified.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

# List the files in a directory

You can use the **ls** command to list the files in a directory:

**ls [option] directory\_name**

By combining different command options you can display as little or as much information about each file as you need.

## *Listing hidden files* *The command* ls -a

lists all the "hidden" files that begin with a '.' (dot). All other files and directories are also listed. Every directory has two dot files, '.' and '..' which can be used in a shorthand way to refer to the current directory '.'(dot) and the parent directory of the current directory '..' (dot dot).

***Using a long listing*** To get more information about each file and directory, use the command:    **ls -l**

This gives you a long listing about each file and directory, giving information about its:

**access permissions, number of links, owner, group ownership, size, date and time last modified**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

# Copying files

***Copying files in the same directory*** To create an exact copy of a file use the **cp** (copy) command.

**cp old\_file new\_file**

The **old\_file** is the name of the file to be copied; the **new\_file** is the name of the file in which the copy is to be placed.

***Copying more than one file*** You can use special "wildcard" characters whenever you want to copy several files that have similar filenames. Instead of entering the **cp** command followed by several filenames you can use a single filename that contains one or more wildcards.

**cp file1 file2 file3 sub\_directory or**

**cp file\* sub\_directory**

Copies three files to a sub directory of the current directory.

***Copying files to another directory*** To copy a file to another directory from your current directory give name of the source file followed by the pathname to the destination file.

**cp source path\_to\_destination**

For the destination file to have the same name as the source file use:

**cp source path\_to\_destination\_directory**

To copy a file from your current working directory to a subdirectory:

**cp fig2 part2/figure2**

This copies the file **fig2** from your current working directory to the file **figure2** in the subdirectory **part2**.

To copy a file to the parent directory:

**cp mail.txt ..**

This copies the file **mail.txt** to the directory immediately above the current working directory with the same name **mail.txt**. The **..** (dot dot) is shorthand for the **parent** directory.

***Copying files from another directory*** To copy a file from another directory to your current directory give the pathname to the source file followed by the name of the destination file.

**cp path\_to\_source\_file destination**

For the destination file to have the same name as the source file use:

**cp path\_to\_source\_file .**

The . (dot) is shorthand for the current working directory.

To copy a file from a subdirectory to the current working directory:

cp notes/note3 sect3.txt

This copies the file note3 from the subdirectory notes to the file sect3.txt in the current working directory. A relative pathname notes/note3 is used to define the source file.

To copy a file from another directory to the current working directory, preserving the file name: cp /usr/lib/more.help .

This creates a copy of the file more.help in the current working directory. A full pathname /usr/lib/more.help is used to define the source file.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Making a directory

To make a directory use the command:

mkdir directory\_name

The access permissions for a directory that you create are set to a predetermined value which ensures that other users cannot get access to your directories and their contents.

To make a directory in the current directory:

mkdir specification

This creates a new directory specification in your current working directory.

To make a new directory in the parent directory:

mkdir ../presentations

This creates the directory presentations in the parent directory of the current working directory.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Removing directories

To remove a directory use the command:

rmdir directory\_name

The directory must be empty before you can delete it. You will need to remove any files and subdirectories that it contains.

To remove a directory that contains files use the command:

rm -r directory\_name

This deletes all the contents of the directory including any subdirectories.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Changing to another directory

To change your current working directory use the command:

cd pathname

where pathname specifies the directory that you want to move to. The pathname can be given as either a full pathname or a relative pathname.

To move down one level to a subdirectory: cd Firstyear

This moves you down one level from your current directory to the subdirectory Firstyear.

To move up one level of the directory tree: cd ..

Every directory contains a hidden directory .. (dot dot) that is a shorthand name for this directory's parent directory. Using this shorthand name enables you to move up the directory tree very quickly without having to enter long pathnames.

To move to another directory using a relative pathname: cd ../Secondyear

This moves you up one level in the directory tree and then moves you into the subdirectory Secondyear.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Copying directories

To copy a directory use the command:

cp -r directory1 directory2

This copies directory1 and everything that it contains to directory2. The directory is created if it does not exist. If directory2 does exist then directory1 is created as a subdirectory within it.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Displaying the pathname to the current directory

To display the pathname to your current directory use the command:

pwd

This command has no options.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Moving files and directories

To move files and directories from one place to another use the mv (move) command:

mv filename1 filename2

directory1 directory2

filename directory

*Note: You can also change the name of a file or directory by moving it.*

To rename a file:

mv junk precious

This renames the file junk as the file precious.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

Finding a file

To locate a file in the file system , use the find command.

find pathname -name filename -print

The pathname defines the directory to start from. Each subdirectory of this directory will be searched. The -print option must be used to display results. You can define the filename using wildcards. If these are used, the filename must be placed in 'quotes'.

To find a single file below the current directory.

find . –name program.c -print

This displays the pathname to the file program.c starting from the current directory. If the file is not found nothing is displayed.

To find several files below the current directory:

find . -name '\*.c' -print

This displays the pathname to any file with the extension .c which exists below the current directory.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Searching the contents of a file

To search a text file for a string of characters or a regular expression use the command:

  grep pattern filename(s)

Using this command you can check to see if a text file holds specific information. grep is often used to search the output from a command. Any regular expression containing one or more special characters must be quoted to remove their meaning.

To search a file for a simple text string:

grep copying help

This searches the file help for the string copying and displays each line on your terminal.

To search a file using regular expression:

grep -n '[dD]on\'t' tasks

This uses a regular expression to find and display each line in the file tasks that contains the pattern don't or Don't. The line number for each line is also displayed.

The expression is quoted to prevent the shell expanding the metacharacters [, ] and '. Double quotes are used to quote the single quote in dDon't.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Sorting the content of a file

The sort command is a simple database tool. It allows you to specify the field to be sorted on and the type of sort to be carried out on it.

sort filename

Lines are sorted into the following order: lines starting with numbers come first, followed by lines starting with upper-case letters, which are followed by lines starting with lower-case letters and finally symbols such as % and !.

*Sorting on a specific field*

Lines are sorted character by character, starting at the first character in the line. You can also sort the contents of a file on a specific part of each line.

Each line of text is a series of fields - words and other characters - separated from each other by a delimiter character - the spaces between the words.

*Defining the sort field*

The first field of each line starts at 0 (zero); the second is 1 (one) and so on. To define which field to sort on you give the position of the field at which to start the sort followed by the position at which to end the sort.

The position at which to start the sort is given as the number of fields to skip to get to this position. For example +2 tells sort to skip the first two fields.

The position at which to stop the sort is given as the number of the field at the end of which the sort stops. For example -3 tells sort to stop the sort at the end of field three.

To sort on the third field of a line use the definition: +2 -3

To sort on the fields 5 and 6: +4 -6

To sort a file on field 2 (the third word):

sort +2 -3 names

This sorts the file names on the third word of each line.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Linking files and directories

To link files and directories use the command:

ln source linkname

Making a link to a file or directory does not create another copy of it; it simply makes a connection between the source and the linkname.

*Using symbolic links* Your files (and directories) may be located on several different file systems. To link files that are in different file systems you need to make a symbolic link.

To make a symbolic link use the command:

ln -s source linkname

To make several links to a file in different directories:

ln part1.txt ../helpdata/sect1 /public/helpdoc/part1

This links part1.txt to ../helpdata/sect1 and /public/helpdoc/part1.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Linking directories

To link one or more directories to another directory use the command:

ln -s directory\_name(s) directory\_name

The use of the -s option indicates that this is to be a symbolic link. Only the super-user is allowed make hard links between directories. As a user you are restricted to creating symbolic links between directories using the -s option.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Assignment Problems:**

**1. Run all the commands given in the Lab Notes, and observe the output for each command.**

**2. Create a directory named ics431 under  your home directory. Then create directories named lab1 lab2 lab3 ... inside the ics431 directory. Also create a directory named test inside the directory lab2. Write all the commands.**
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**3. a. Now create a C program file named myprogram.c which displays "C is a programming Language". This file should be in lab2 directoty.**

**b. Record (using script command) the following operations in a file called rec - in the directory test.**

**i.  Compile the program**

**ii. Execute the program and see the output**

**iii. stop recording and see the rec file contents using cat command**

**iv. redirect the output of this program to a file called out**

**v. What is the content of out and rec. Are They same?**

**4. Go to the ics431 directory and list all the directory names starting with l. Write the commands.**

**5. From ics431 directory, create a soft link to the test directory in the name linktest.**

**a. Go to linktest directory and display the files. What Files are displayed?**

**b. From there go to the parent directory. Which parent are you getting? State reasons.**

**6. Try to open the created file myprogram.c in the notepad of your desktop computer. This can be done by using ftp. Modify the program in notepad to print " Now I like know Unix and windows OS". and execute in the Unix environment (again ftp is needed). Write all the commands to do this.**

**7. Move the file rec to the directory lab1 and delete the directory test and observe what had happened to linktest.** **What is it pointing to?**

**8. Record the following:**

**a. Go to directory lab1**

**b. change the modes of all files to [read exec to owner & group and only execute to others]**

**c. Try to delete rec file and observe the o/p. Write the o/p**

**9. Display a file containing all the full names (in sorted order) of the users currently logged in to the Unix server**

**Write the commands to do this.**

**10. Make a copy of the directory ics431 in the same level and name it as CopyOfics431. (All subdirectories and files inside should be copied.)**

**Operating Systems**

**LAB 3**

# Introduction to C Programming

**Objective:**

To gain experience with

1. Writing simple c programs with more than one function (Parameters passed by value)
2. Basic concepts of Pointers in C
3. Passing parameters to the function by pointers.
4. Using Arrays in C
5. Using Structures in C
6. Use of Linked List

**Purpose:**

To gain experience about C programming

# 1. A Simple C program with more than one function (Parameters passed by value)

The following program reads two numbers and finds the sum of those two numbers

|  |
| --- |
| Program  #include <stdio.h>    int add(int x, int y){  return x+y;  }  main (void) {  int a, b, x;  printf ("Enter the values for integers a and b\n") ;  scanf ("%d %d", &a, &b);  printf ("The result is = %d\n", add(a,b)) ;  }    sample output  colonel > ./passval  Enter the values for integers a and b  10 120  The result is = 130 |

**2. Basic concepts of Pointers in C**

Every variable in C has a name (variable name), a memory location (to store the data), and an address.

For the variable declaration:   int  num; **num---------->**variable name

|  |
| --- |
| Memory |

 8152       ------------------>   address

A variable used to store the address value is called as the Pointer. It can be defined as int \*ptr; The following program demonstrates about the pointer variable, \*  and & operators.

|  |
| --- |
| #include <stdio.h>  int main (void) {        int a;      int \*p;        printf("Enter an Integer: ");        scanf("%d",&a);        p=&a;        printf("The value of the variable a is %d\n",a);        printf("The address of the variable a is %x\n",&a);        printf("The value of variable p is %x\n",p);        printf("The value pointed by p is \*P = %d\n",\*p);        printf("The address of p is %x\n",&p);        return(0);  } |

# 3. Passing parameters to function by pointers

         The following program reads two values and adds the two numbers, the result is passed by pointer

|  |
| --- |
| Program  #include <stdio.h>  void add(int x, int y, int \*z){  \*z = x+y; }  main (void) {  int a, b, r;  printf ("Enter the values for integers a and b\n") ;  scanf ("%d %d", &a, &b);  add(a,b,&r);  printf ("The result is = %d\n", r);  }  Sample output  Enter the values for integers a and b  100  200  The result is = 300 |

**4. Using Arrays in C**

Example:

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  Create three arrays. Read data into the first two of them. Subtract each  element in the first array from the corresponding element in the second  array. Store the differences in the third array. Print all the arrays.  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  #include<stdio.h>  #define MAX\_SIZE 5  void main() {         int first[MAX\_SIZE], second[MAX\_SIZE], diff[MAX\_SIZE], i;         printf("\nEnter %d data items for first array : ", MAX\_SIZE);         for(i=0;i<MAX\_SIZE; i++) *// input first array*         { *// input first aaray*               scanf("%d", &first[i] );         }         printf("\nEnter %d data items for second array : ", MAX\_SIZE);         for(i=0;i<MAX\_SIZE; i++) *// input second array*               scanf("%d",&second[i]);         for(i=0;i<MAX\_SIZE; i++) *// compute the differences*                diff[i]=second[i] - first[i];         printf("\n\nOutput of the arrays : ");         for(i=0;i<MAX\_SIZE; i++) *// output the arrays*               printf("\n\n%5d %5d %5d", first[i], second[i], diff[i]);    } *// end of main* |

**5. Using Structures in C**

**Structures**

**Structure is a collection / group of different / same variables.**

**Example:**

|  |
| --- |
| Program  #include<stdio.h>  main(){  struct student {  char name[20];  int id;  };  struct student s1, s2, s3;  printf(“Please enter the student name, and id\n”);  scanf(“%s %d”, &s1.name, &s1.id);  scanf(“%s %d”, &s2.name, &s2.id);  scanf(“%s %d”, &s3.name, &s3.id);  printf(“\nThe student details”);  printf(“\n%s \t\t%d”,s1.name,s1.id);  printf(“\n%s \t\t%d”,s2.name,s2.id);  printf(“\n%s \t\t%d”,s3.name,s3.id);    }  Sample output  colonel > ./structure  Please enter the student name, and id  ahamed 9876  Ali 9979  Yahya 9988    The student details  ahamed 9876  Ali 9979  Yahya 9988 |

# 6. Use of Linked List in C

**Using malloc to obtain memory at run-time.**

      Memory can be allocated dynamically (at run-time) using the function **malloc()** – accessible through **<stdlib.h>**

      The allocation is made from a special memory area called the **heap.**

      The function, malloc() returns a pointer (address) to the allocated storage.

      However, malloc() does not associate any type to the pointer it returns – it is said to be **void.**

      For the pointer to be useful, it must be associated with a type using casting.

**e**.g.

int \*int\_ptr;

int\_ptr=(int \*) malloc(2);

\*int\_ptr =17;

The above statements reserve two bytes and return the address of first byte, cast it to **int** and assign it to integer pointer **int\_ptr**.

       Since the bytes allocated to **int** is system-dependent, it is safer to use the function **sizeof ()** to get the actual number of bytes associated with the particular type being considered.

       sizeof() is system-independent and can be used even with user-defined types.

 Thus, the above statements are better represented as follows:

int \*int\_ptr;

int\_ptr=(int \*) malloc(sizeof(int));

\*int\_ptr =17;

       Note that there is no name associated with the memory obtained by malloc. It can only be accessed as **\*int\_ptr**. It is sometimes called **anonymous** variable.

       Thus, should **int\_ptr** be given another address, the location (returned by malloc) will be lost . It can neither be accessed by the program nor by the system. It is said to be a **lost** object.

When we no longer need a dynamic variable, we can return the storage it occupies using the free() function.

**e.g. free(int\_ptr);**

**7. Exercises**

1. Run all the above example problems and try to understand the concepts.

2. Write a complete menu driven program to do the following:

* Build a linked list to save a list of names. Name will not exceed 50 characters.
* ­Write a function add to append a new name to the list. The function prototype is given as

void add (list \*head, char \*newname);

* ­Write a function search to look for a given name in the list. If that name is found in list then the function should return true, otherwise, return false.
* ­Write a main method to test your two functions.

            In C language, the boolean type and the boolean literals (true, false) are not defined. We can define these in our program as follow:

typedef enum {false = 0, true} boolean;

             The skeleton of your program should look like the following:

|  |
| --- |
| Program  #include <stdio.h>  #include <stdlib.h>  typedef struct list {  ...  ...  } list;  typedef enum {false=0, true} boolean;  void add (list \*, char \*);  boolean search (list \*, char \*);  int main()  { ...  ...  }  void add (list \*head, char \*newname)  { ...  }  boolean search (list \*head, char \*name)  { ...  } |

**Operating Systems**

**LAB 4**

# SHELL Programming (Part I)

**Objectives:**

The aim of this laboratory is to learn and practice SHELL scripts by writing small SHELL programs.

The following are the primary objectives of this lab session:

      **Understanding what is a SHELL script**

     What is a SHELL script

     Different kinds of SHELLs in UNIX

      **Why and where it is used**

      **First simple SHELL script**

      **SHELL variables**

     User defined variables

     System variables

     Read only variables and wiping out variables

     Assigning values to variables

     Reading input

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Understanding what is a SHELL script**

**Shell**

A shell is a command line interpreter. It takes commands and executes them. As such, it implements a programming language. Three most widely used shells in UNIX are Bourne shell, C shell, and Korn shell.

**Shell scripts**

A shell script or a shell program is a series of commands put in a file and executed by the Shell. We will use shell is used to create shell scripts.

**Why and where it is used**

**Why Shell scripts?**

Since the user cannot interact with the kernel directly, Shell programming skills are a must to be able to exploit the power of UNIX to the fullest extent. A shell script can be used for variety of tasks and some of them are listed below.

**Uses of Shell scripts**

1. Customizing your work environment. For Example Every time you login, if you want to see the current date, a welcome message, and the list of users who have logged in you can write a shell script for the same.
2. Automating your daily tasks. For example, to back up all the programs at the end of the day.
3. Automating repetitive tasks.
4. Executing important system procedures, like shutting down the system, formatting a disk, creating a file system etc.
5. Performing some operations on many files.

**First simple SHELL script**

Create a file named SS1 (shell script 1) and type the following as content.

**Example1:**

**# SS1**

**# Usage: SS1**

**ls**

**who**

**pwd**

Save the file and type the file name in command line and the file is executed as follows.

**console> SS1**

**SS1: Command not found.**

The reason for this message is, the path of this command should be specified.

**console> ./SS1**

**SS1: Permission Denied.**

Now you do not have the permission to execute the file. That is the default permission given for any file is with out execute permission. How to know the default permission? Type the command **umask.** This command will give the masked permissions of a file while creation.

Change the permissions using **chmod** command and execute the file again.

**SHELL variables**

The variables in the Shell are classified as

         **User defined variables**: defined by the user for his use (e.g. age=32).

         **Environmental variables**: defined by shell for its own operations (PATH, HOME, TERM, LOGNAME, PS1, SHELL etc.).

         **Predefined variables:** reserved variables used by the shell and UNIX commands for specifying the exit status of command, arguments to the shell scripts, the formal parameters etc.

**Examples:**

name=Ali #variable name is assigned a value Ali

echo $name #Ali will be displayed

echo Hello $name ! , Welcome to $HOME #see output of this in your computer

To read [standard input](http://www.mcsr.olemiss.edu/unixhelp/glossary/gs.html#stdin) into a shell script use the **read** command. For example:

**Example2:**

**# SS2**

**# Usage: SS2**

**# An interactive shell script**

**echo What is your name\?**

**read name**

**echo Hello $name. Assalam-o-Alaikum.**

This prompts the user for input, assigns this to the variable name and then displays the value of this variable to [standard output](http://www.mcsr.olemiss.edu/unixhelp/glossary/gs.html#stdout).

If there is more than one word in the input, each word can be assigned to a different variable. Any words left over are assigned to the last named variable. For example:

**Example3:**

**# SS3**

**# Usage: SS3**

**echo "Please enter your surname\n"**

**echo "followed by your first name: \c"**

**read name1 name2**

**echo "Welcome to CSE Dept., UET, $name2 $name1"**

**Example4:**

**# SS4**

**# This script takes two file names and copies the first file into the second one**

**echo “Please Enter source file name: \c”**

**read source**

**echo “Enter the target file name :\c”**

**read target**

**cp $source $target**

**echo file $source is copied into the $target**

**Command Substitution:**

Format for command substitution is:

**var=`command`** (where ‘ ‘ is back quote)

**Examples:**

**echo ‘date’**  # It will display the output of date command

**echo there are ‘who | wc –l’ users working on the system** # see output of this

# Arithmetic in SHELL script

Various forms for performing computations on shell variables using **expr** command are:

**expr val\_1 op val\_2** (Where op is operator)

**expr $val\_1 op $val\_2**

**val\_3=’expr $val\_1 op $val\_2**`

**Examples:**

**expr 5 + 7** # Gives 12

**expr 6 – 3** # Gives 3

**expr 3 \\* 4** # Gives 12

**expr 24 / 3** # Gives 8

**sum=’expr 5 + 6’**

**echo $sum** # Gives 11

**Example 5:**

**a=12**

**b=90**

**echo sum is $a + $b # Will display sum is 12 + 90**

**echo sum is `expr $a + $b` # Gives sum is 102**

**Run all the programs given in the Lab Notes, and observe the output for each program.**

**Practice different examples and show them in lab report.**
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**LAB 5**

# SHELL Programming  (Part II)

**Objectives:**

The aim of this laboratory is to learn and practice SHELL scripts by writing small SHELL programs.

The following are the primary objectives of this lab session:

      **SHELL keywords**

      **Arithmetic in SHELL script**

      **Control Structures**

     Decision control

     Repetition control

     **More UNIX commands**

      **Executing commands during login time**

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**Handling shell variables**

The shell has several variables which are automatically set whenever you login. The values of some of these variables are stored in [names](http://www.mcsr.olemiss.edu/unixhelp/scrpt/scrpt2.2.1.html) which collectively are called your user environment. Any name defined in the user environment, can be accessed from within a shell script. To include the value of a shell variable into the environment you must [export](http://www.mcsr.olemiss.edu/unixhelp/environment/env3a.html) it.

**Special shell variables/Pre-defined shell variables (Parameters to shell scripts):**

There are some variables which are set internally by the shell and which are available to the user:

**Name Description**

$1 - $9 these variables are the [positional parameters](http://www.mcsr.olemiss.edu/unixhelp/scrpt/scrpt2.1.html) (Positional parameters).

$0 the name of the command currently being executed (The command name).

$# number of positional arguments given to this invocation of the shell.

$$ the process number of this shell

$\* a string containing all the arguments to the shell, starting at $1 (All parameters).

$@@ same as above, except when quoted.

### 

# Passing arguments to the shell

Shell scripts can act like standard UNIX commands and take arguments from the command line. Arguments are passed from the command line into a shell program using the positional parameters $1 through to $9. Each parameter corresponds to the position of the argument on the command line. The positional parameter $0 refers to the command name or name of the executable file containing the shell script. Only nine command line arguments can be accessed, but you can access more than nine [using the shift](http://www.mcsr.olemiss.edu/unixhelp/scrpt/scrpt2.1.3.html) command.

All the positional parameters can be referred to using the special parameter $\*. This is useful when passing filenames as arguments.

# Examples of passing arguments to the shell

Write shell script which will accept 5 numbers as parameters and display their sum. Also display the contents of the different variables in the script.

**Example1:**

**# Usage: SS1 param1 param2 param3 param 4 param5**

**# Script to accept 5 numbers and display their sum.**

**echo the parameters passed are : $1, $2, $3, $4, $5**

**echo the name of the script is : $0**

**echo the number of parameters passed are : $#**

**sum=`expr $1 + $2 + $3 + $4 + $5`**

**echo The sum is : $sum**

# Why need of shift command?

If more than 9 parameters are passed to a script, it is not possible to refer to the parameters beyond the 9th one. This is because shell accepts a single digit following the dollar sign as a positional parameter definition.

The shift command is used to shift the parameters one position to the left. On the execution of shift command the first parameter is overwritten by the second, the second by third and so on. This implies, that the contents of the first parameter are lost once the shift command is executed.

**Example of shift:**

Write a script which will accept different numbers and finds their sum. The number of parameters can vary.

**sum=0**

**while [ $# -gt 0 ]**

**do**

**sum=’expr $sum + $1’**

**shift**

**done**

**echo sum is $sum**

Here, the parameter $1 is added to the variable sum always. After shift, the value of $1 will be lost and the value of $2 becomes the value of $1 and so on.

The above script can also be written without using the shift command as:

for i in $\*

do

sum=’expr $sum + $i’

done

Usually only nine command line arguments can be accessed using positional parameters. The shift command gives access to command line arguments greater than nine by shifting each of the arguments.

The second argument ($2) becomes the first ($1), the third ($3) becomes the second ($2) and so on. This gives you access to the tenth command line argument by making it the ninth. The first argument is no longer available.

Successive shift commands make additional arguments available. Note that there is no "unshift" command to bring back arguments that are no longer available!

# Another Example of using the shift Command

To successively shift the argument that is represented by each positional parameter:

**Example 3:**

**#Usage: SS3 param1 param2 param3 param4 param5 param6 param7 param8**

**param9 param10 param11 param12**

**echo "arg1=$1 arg2=$2 arg3=$3"**

**shift**

**echo "arg1=$1 arg2=$2 arg3=$3"**

**shift**

**echo "arg1=$1 arg2=$2 arg3=$3"**

**shift**

**echo "arg1=$1 arg2=$2 arg3=$3"**

# Control Structures

Every UNIX command returns a value on exit which the shell can interrogate. This value is held in the read-only shell variable $?.

A value of 0 (zero) signifies success; anything other than 0 (zero) signifies failure.

# The if statement

The if statement uses the exit status of the given command and conditionally executes the statements following. The general syntax is:

**if test**

**then**

**commands (if condition is true)**

**else**

**commands (if condition is false)**

**fi**

then, else and fi are shell reserved words and as such are only recognized after a new line or ; (semicolon). Make sure that you end each if construct with a fi statement.

# Nested if statement :

**if ...**

**then ...**

**else if ...**

**...**

**fi**

**fi**

# The elif statement can be used as shorthand for an else if statement. For example:

**if ...**

**then ...**

**elif ...**

**...**

**fi**

**Test Command:**

The UNIX system provides **test** command which investigates the exit status of the previous command and translate the result in the form of success or failure, i.e. either a 0 or 1.

The test command does not produce any output, but its exit status can be passed to the if statement to check whether the test failed or succeeded.

**How to know exit status of any command?**

All commands return the exit status to a pre-defined Shell Variable ‘?’. Which can be displayed using the echo command.

e.g.

echo $?

If output of this is 0 (Zero) it means the previous command was successful and if output is 1 (One) it means previous command failed.

The test command has specific operators to operate on files, numeric values and strings which are explained below:

Operators on Numeric Variables used with test command:

-eq : equal to

-ne : not equals to

-gt : grater than

-lt : less than

-ge : greater than or equal to

-le : less than equal to

**Examples:**

a=12; b=23

test $a –eq $b

echo $? # Gives 1 (one) as output.(Indicates exit status false)

Operators on String Variables used with test command:

= : equality of strings

!= : not equal

-z : zero length string (i.e. string containing zero character i.e. null string).

-n : String length is non zero.

**Examples:**

name=”Ahmad”

test –z $name *# will return the exit status 1 as the string name is not null.*

test –n $name *# will return 0 as the string is not null.*

test –z “$address” *# will return 0 as the variable has not been defined.*

test $name = “Ali” *# will return 1 as the value of name is not equal to “Ali”*

Operators on files used with test command:

#### -f : the file exists.

-s : the file exists and the file size is non zero.

-d : directory exists.

-r : file exits and has read permission.

-w : file exists and has write permission.

-x : file exists and has execute permission.

**Examples:**

test –f “mydoc.doc” *# Will check for the file mydoc.doc, if exists, returns 0 else 1.*

test –r “mydoc.doc” *# Will check for read permission for mydoc.doc*

test –d “$HOME” *# Will check for the existence of the users home directory.*

Logical Operators used with test command:

Combining more than one condition is done through the logical AND, OR and NOT operators.

-a : logical AND

-o : logical OR

! : logical NOT

**Example:**

test –r “mydoc.doc” **–a** –w “mydoc.doc” *# Will check both the read and write permission for the file mydoc.doc and returns either 0 or 1 depending on result*.

#### Example of using an if construct:

To carry out a conditional action:

**Example 4:**

**a=10**

**b=20**

**if [ $a == $b ]**

**then**

**echo "a is equal to b"**

**elif [ $a -gt $b ]**

**then**

**echo "a is greater than b"**

**elif [ $a -lt $b ]**

**then**

**echo "a is less than b"**

**else**

**echo "None of the condition met"**

**fi**

**Example 5:**

**if who | grep -s student > /dev/null**

**then**

**echo student is logged in**

**else**

**echo student is not available**

**fi**

This lists [who](http://www.mcsr.olemiss.edu/unixhelp/basics/basic1.3.4.html) is currently logged on to the system and [pipes](http://www.mcsr.olemiss.edu/unixhelp/commanz/cmd4.html) the output through [**grep**](http://www.mcsr.olemiss.edu/unixhelp/utilities2/grep.html) to search for the username student.

The -s option causes grep to work silently and any error messages are directed to the file /dev/null instead of the [standard output](http://www.mcsr.olemiss.edu/unixhelp/commanz/cmd3.html).

If the command is successful i.e. the username student is found in the list of users currently logged in then the message student is logged on is displayed, otherwise the second message is displayed

# Flow of control statements:

The Bourne shell provides several flow of control statements. Select an item for further information.

**The case statement:**

The **case statement** case is a flow control construct that provides for multi-way branching based on patterns.

Program flow is controlled on the basis of the wordgiven. This word is compared with each pattern in order until a match is found, at which point the associated command(s) are executed.

**case** word **in**

pattern1) command(s) ;;

pattern2) command(s) ;;

-----------------------

-----------------------

patternN) command(s) ;;

\*) **default** command  ;;

**esac**

When all the commands are executed control is passed to the first statement after the esac. Each list of commands must end with a double semi-colon (;;).

A command can be associated with more than one pattern. Patterns can be separated from each other by a | symbol.

**For example**:

case word in

pattern1|pattern2) command

... ;;

Patterns are checked for a match in the order in which they appear. A command is always carried out after the first instance of a pattern.

The \* character can be used to specify a default pattern as the \* character is the shell [wildcard](http://www.mcsr.olemiss.edu/unixhelp/concepts/regexp1.html) character.

##### Example 6:

**# Display a menu of options and depending upon the user's choice,**

**#execute associated command**

**#Display the options to the users**

**clear**

**echo "1. Date and time"**

**echo**

**echo "2. Directory listing"**

**echo**

**echo "3. Users information”**

**echo**

**echo "4. Current Directory"**

**echo**

**echo "Enter choice (1,2,3 or 4 ) :\c"**

**read choice**

**case $choice in**

**1) date;;**

**2) ls -l;;**

**3) who ;;**

**4)      pwd ;;**

**\*) echo wrong choice;;**

# The for statement:

**The for loop notation has the general form:**

**for** var **in** list-of-words

**do**

commands

**done**

commands is a sequence of one or more commands separated by a newline or ; (semicolon).

The reserved words do and done must be preceded by a newline or ; (semicolon). Small loops can be written on a single line.

**For example:**

for var in list; do commands; done

# Examples of using the for statement :

To take each argument in turn and see if that person is logged onto the system.

Example 7:

**# see if a number of people are logged in**

**for i in $\***

**do**

**if who | grep -s $i > /dev/null**

**then**

**echo $i is logged in**

**else**

**echo $i not available**

**fi**

**done**

For each username given as an argument an [if statement](http://www.mcsr.olemiss.edu/unixhelp/scrpt/scrpt2.4.1.html) is used to test if that person is logged on and an appropriate message is then displayed.

# The while and until statements:

**The while statement has the general form:**

**while** command-list1

**do**

command-list2

**done**

The commands in *command-list1* are executed; and if the exit status of the last command in that list is 0 (zero),

the commands in *command-list2* are executed.

The sequence is repeated as long as the exit status of *command-list1* is 0 (zero).

**The until statement has the general form:**

**until** command-list1

**do**

command-list2

**done**

This is identical in function to the **while** command except that the loop is executed as long as the exit status of

command-list1 is non-zero.

The exit status of a while/until command is the exit status of the last command executed in command-list2. If no such command list is executed, a while/until has an exit status of 0 (zero).

# The break and continue statements:

It is often necessary to handle exception conditions within loops. The statements break and continue are used for this.

The break command terminates the execution of the innermost enclosing loop, causing execution to resume after the nearest done statement.

To exit from n levels, use the command:

**break n**

This will cause execution to resume after the done n levels up.

The **continue** command causes execution to resume at the while, until or for statement which begins the loop containing the continue command.

You can also specify an argument n|FR to continue which will cause execution to continue at the n|FRth enclosing loop up.

# Example of using the break and continue statements

Example 8:

while echo "Please enter command"

read response

do

case "$response" in

'done') break # no more commands

;;

"") continue # null command

;;

\*) eval $response # do the command

;;

esac

done

This prompts the user to enter a command. While they enter a command or null string the script continues to run. To stop the command the user enters **done** at the prompt.

# Some more examples for writing shell scripts :

**#SS9**

# To show use of **case** statement .

**echo** What kind of tree bears acorns\ ?

**read** responce

**case** $responce **in**

[Oo][Aa][Kk]) echo $responce is correct ;;

\*) echo Sorry, responce is wrong

**esac**

**#SS**10

# To show use of **while** statement

clear

echo What is the Capital of Saudi Arabia \?

read answer

**while** test $answer != Riyadh

**do**

echo No, Wrong please try again.

read answer

done

echo This is correct.

**#SS11**

# Example to show use of **until** statement

# Accept the login name from the user

clear

echo "Please Enter the user login name: \c"

read login\_name

until who | grep $login\_name

do

sleep 30

done

echo The user $login\_name has logged in

**#SS12**

#To show use of **if**  statement

# Read three numbers and display largest

clear

echo "Enter the first number :\c"

read num1

echo "Enter the second number :\c"

read num2

echo "Enter the third number :\c"

read num3

if test $num1 -gt $num2

then

**if** test $num1 -gt $num3

then

echo $num1 is the largest

else

echo $num3 is the largest

**fi**

else

if test $num2 -gt $num3

then

echo $num2 is largest

else

echo $num3 is the largest

fi

**fi**

**Assignment Problems on UNIX SHELL programming**

1. Run all the programs given in the Lab Notes, and observe the output for each program.

2. Write a shell script that takes a keyword as a command line argument and lists the filenames containing the keyword

 3. Write a shell script that takes a command line argument and reports whether it is a directory, or a file or a link.

 4. Write a script to find the number of sub directories in a given directory.

 5. Write a menu driven program that has the following options.

        5.1. Search a given file is in the directory or not.

        5.2. Display the names of the users logged in.

**Operating Systems**

**LAB 6**

**Process Creation and Execution**

**Objective:**

This lab describes how a program can create, terminate, and control child processes. Actually, there are a few distinct operations involved: **creating a new child process**, and **coordinating the completion of the child process with the original program**.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**What is a process? :**

A **process** is basically a **single running program**. It may be a **``system**'' program (e.g login, update, csh) or **program initiated by the user** (pico, a.exe or a user written one).   
When UNIX runs a process it gives each process a unique number - a **process ID**, **pid**.   
The UNIX command **ps** will list all current processes running on your machine and will list the **pid**. The C function **int getpid( )** will return the **pid** of process that called this function.

**Processes are the primitive units for allocation of system resources**. Each process has its own **address space** and (usually) one thread of control. **A process executes a program; you can have multiple processes executing the same program, but each process has its own copy of the program within its own address space and executes it independently of the other copies.**

**Processes are organized hierarchically.** Each process has a **parent** process which explicitly arranged to create it. The processes created by a given parent are called its **child** processes.

**A child inherits many of its attributes from the parent process.**

**Every process in a UNIX system has the following attributes:**

**         some code**

**         some data**

**         a stack**

**         a unique process id number (PID)**

When UNIX is first started, there’s only one visible process in the system. This process is called “**init**”, and its **PID** is **1**. The only way to create a new process in UNIX is to duplicate an existing process, so “**init**” is the ancestor of all subsequent processes. When a process duplicates, the parent and child processes are identical in every way except their **PIDs**; the child’s code, data, and stack are a copy of the parent’s, and they even continue to execute the same code. **A child process may, however, replace its code with that of another executable file, thereby differentiating itself from its parent**. For example, when “**init**” starts executing, it quickly duplicates several times. Each of the duplicate child processes then replaces its code from the executable file called “**getty**” which is responsible for handling user logins.

When a child process terminates, its death is communicated to its parent so that the parent may take some appropriate action.

A process that is waiting for its parent to accept its return code is called a zombie process.

**If a parent dies before its child, the child (orphan process) is automatically adopted by the original “init” process whose PID is 1.**

Its very common for a parent process to suspend until one of its children terminates. For example, when a shell executes a utility in the foreground, it duplicates into two shell processes; the child shell process replaces its code with that of utility, whereas the parent shell waits for the child process to terminate. When the child process terminates, the original parent process awakens and presents the user with the next shell prompt.

**Here’s an illustration of the way that a shell executes a utility:**

![Lab5](data:image/png;base64,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)

A program usually runs as a single process. However later we will see how we can make programs run as several separate communicating processes.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Running UNIX commands from C** :

We can run commands from a C program just as if they were from the UNIX command line by using the **system( )** function.

**int   system  ( char \*string )** -- where **string** can be the name of a UNIX utility, an executable shell script or a user program. System returns the exit status of the shell. System is prototyped in **<stdlib.h>**

Example: Call **ls** from a program

**File Lab6\_0.c :**

**main( )**

**{     printf(``Files in Directory are:n'');**

**system(``ls -l'');**

**}**  
**system** is a call that is made up of 3 other system calls: **execl( ), wait( )** and **fork( )** (which are prototyped in <unistd.h>)

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Process Creation Concepts :**

This section gives an overview of processes and of the steps involved in creating a process and making it run another program.

**Each process is named by a process ID number.** A unique process ID is allocated to each process when it is created. The **lifetime of a process ends when its termination is reported to its parent process**; at that time, all of the process resources, including its process ID, are freed.

**Processes are created with the fork system call** (so the operation of creating a new process is sometimes called forking a process). **The child process created by fork is a copy of the original parent process, except that it has its own process ID**.   
  
**After forking a child process, both the parent and child processes continue to execute normally.**

 If you want your program to wait for a child process to finish executing before continuing, you must do this explicitly after the fork operation, by calling **wait**. This function gives you limited information about why the child terminated--for example, its exit status code.

**A newly forked child process continues to execute the same program as its parent process, at the point where the fork call returns. You can use the return value from fork to tell whether the program is running in the parent process or the child.**  
Having several processes run the same program is only occasionally useful. **But the child can execute another program using one of the exec functions.** The program that the process is executing is called its process image. **Starting execution of a new program causes the process to forget all about its previous process image; when the new program exits, the process exits too, instead of returning to the previous process image.**

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
**Process Identification :**

The **pid\_t** data type represents process IDs. You can get the process ID of a process by calling **getpid**. The function **getppid** returns the process ID of the parent of the current process (this is also known as the parent process ID). Your program should include the header files **`unistd.h**' and `**sys/types.h**' to use these functions.

|  |
| --- |
| **Data Type:** **pid\_t** |

The **pid\_t** data type is a signed integer type which is capable of representing a process ID. In the GNU library, this is an **int**.

|  |
| --- |
| **Function:** **pid\_t    getpid (void)** |

The **getpid** function returns the **process ID** of the current process.

|  |
| --- |
| **Function:** **pid\_t    getppid (void)** |

The **getppid** function returns the **process ID of the parent** of the current process.

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Creating Multiple Processes :**

A special type of process important in the Unix environment is the **daemon**.

The **fork** function is the primitive for creating a process. It is declared in the header file `**unistd.h**'.

|  |
| --- |
| **Function:** **pid\_t    fork (void)** |

The **fork** function **creates a new process**.

If the operation is **successful**, there are then both **parent** and **child** processes and both see **fork** return, but with different values: it returns a value of **0** in the **child** process and returns the **child's process ID** in the **parent** process.

If process creation **failed**, fork returns a value of **-1** in the **parent** process and **no child is created**.

***The specific attributes of the child process that differ from the parent process are:***

|  |  |
| --- | --- |
|  | The child process has its own unique process ID. |
|  | The parent process ID of the child process is the process ID of its parent process. The child process gets its own copies of the parent process's open file descriptors. |
|  | Subsequently changing attributes of the file descriptors in the parent process won't affect the file descriptors in the child, and vice versa. However, the file position associated with each descriptor is shared by both processes.  The elapsed processor times for the child process are set to zero. |
|  | The child doesn't inherit file locks set by the parent process. |
|  | The child doesn't inherit alarms set by the parent process. |
|  | The set of pending signals for the child process is cleared. |

##### **Example Lab6\_1.c :**

|  |
| --- |
| **tiger> gedit Lab6\_1.c**  **#include <stdio.h>**  **#include <unistd.h> /\* contains fork prototype \*/**  **int main(void) {**  **printf("Hello World!\n");**  **fork( );**  **printf("I am after forking\n");**  **printf("\tI am process %d.\n", getpid( ));**  **}**  **Sample output :**    **Hello World!**  **I am after forking**  **I am process 23848.**  **I am after forking**  **I am process 23847.** |

When this program is executed, it first prints Hello World! . When the fork is executed, an identical process called the child is created. Then both the parent and the child process begin execution at the next statement. Note the following:

|  |  |
| --- | --- |
|  | **When a fork is executed, everything in the parent process is copied to the child process. This includes variable values, code, and file descriptors.** |
|  | **Following the fork, the child and parent processes are completely independent.** |
|  | **There is no guarantee which process will print I am a process first.** |
|  | **The child process begins execution at the statement immediately after the fork, not at the beginning of the program.** |
|  | **A parent process can be distinguished from the child process by examining the return value of the fork call. Fork returns a zero to the child process and the process id of the child process to the parent.** |
|  | **A process can execute as many forks as desired. However, be wary of infinite loops of forks (there is a maximum number of processes allowed for a single user).** |

##### Example Lab5\_2.c :

Each process prints a message identifying itself.

|  |
| --- |
| **tiger> gedit Lab6\_2.c**  **#include <stdio.h>**  **#include <unistd.h>/\* contains fork prototype \*/**  **int main(void)**  **{**  **int pid;**  **printf("Hello World!\n");**  **printf("I am the parent process and pid is : %d .\n",getpid());**  **printf("Here i am before use of forking\n");**  **pid = fork( );**  **printf("Here I am just after forking\n");**  **if (pid == 0)**  **printf("I am the child process and pid is :%d.\n",getpid());**  **else**  **printf("I am the parent process and pid is: %d .\n",getpid());**  **}**    **Sample Output :**  **Hello World!**  **I am the parent process and pid is : 23951 .**  **Here i am before use of forking**  **Here I am just after forking**  **I am the child process and pid is :23952.**  **Here I am just after forking**  **I am the parent process and pid is: 23951 .** |

##### **Example Lab6\_3.c :**

**Multiple forks:**

|  |
| --- |
| **tiger> gedit Lab6\_3.c**  **#include <stdio.h>**  **#include <unistd.h> /\* contains fork prototype \*/**  **int main(void)**  **{**  **printf("Here I am just before first forking statement\n");**  **fork( );**  **printf("Here I am just after first forking statement\n");**  **fork( );**  **printf("Here I am just after second forking statement\n");**  **fork( );**  **printf("Here I am just after third forking statement\n");**  **printf(" Hello World from process %d!\n", getpid( ));**  **}**    **Sample Output :**    **Here I am just before first forking statement**  **Here I am just after first forking statement**  **Here I am just after second forking statement**  **Here I am just after third forking statement**  **Hello World from process 24120!**  **Here I am just after first forking statement**  **Here I am just after second forking statement**  **Here I am just after third forking statement**  **Hello World from process 24119!**  **Here I am just after second forking statement**  **Here I am just after third forking statement**  **Hello World from process 24122!**  **Here I am just after third forking statement**  **Hello World from process 24123!**  **Here I am just after second forking statement**  **Here I am just after third forking statement**  **Hello World from process 24118!**  **Here I am just after third forking statement**  **Hello World from process 24121!**  **Here I am just after third forking statement**  **Hello World from process 24124!**  **Here I am just after third forking statement**  **Hello World from process 24117!** |
| **Function:** **void exit (int status)** |

**exit ( ) terminates** the process which calls this function and returns the exit **status** value. Both UNIX and C (forked) programs can read the status value.

By convention, **a status of 0 means normal termination any other value indicates an error or unusual occurrence.** Many standard library calls have errors defined in the sys/stat.h header file. We can easily derive our own conventions.

### sleep

A process may **suspend** for a period of time using the **sleep** command

|  |
| --- |
| **Function:** **unsigned int  sleep (seconds)** |

##### 

##### **Example Lab6\_4.c :**

|  |
| --- |
| **#include <stdio.h>**  **#include <unistd.h>**  **#include <stdlib.h>**  **#include <sys/wait.h>**    **main ( )**  **{**  **int  forkresult ;**  **printf ("%d:  I am the parent. Remember my number!\n", getpid( ) ) ;**  **printf ("%d:  I am now going to fork ... \n", getpid( ) ) ;**  **forkresult = fork ( ) ;**  **if (forkresult != 0)**  **{    /\* the parent will execute this code \*/**  **printf ("%d:  My child's pid is %d\n", getpid ( ), forkresult ) ;**  **}**  **else    /\* forkresult == 0 \*/**  **{        /\* the child will execute this code \*/**  **printf ("%d:  Hi!  I am the child.\n", getpid ( ) ) ;**  **}**  **printf ("%d:  like father like son. \n", getpid ( ) ) ;**  **}**  **Sample Output :**  28715: I am the parent. Remember my number!  28715: I am now going to fork ...  28716: Hi! I am the child.  28716: like father like son.  28715: My child's pid is 28716  28715: like father like son. |

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Orphan processes** :

When a **parent dies before its child**, the child is automatically adopted by the original “**init**” process whose **PID** is **1**. To, illustrate this insert a **sleep** statement into the child’s code. This ensured that the parent process terminated before its child.

##### **Example Lab6\_5.c :**

|  |
| --- |
| **#include <stdio.h>**  **main ( )**  **{**  **int pid ;**    **printf ("I'am the original process with PID %d and PPID %d.\n",**  **getpid ( ), getppid ( ) ) ;**    **pid = fork ( ) ;  /\* Duplicate. Child and parent continue from here \*/**  **if ( pid != 0 ) /\* pid is non-zero, so I must be the parent \*/**  **{**  **printf ("I'am the parent process with PID %d and PPID %d.\n",**  **getpid ( ), getppid ( ) ) ;**  **printf ("My child's PID is %d\n", pid ) ;**  **}**  **else /\* pid is zero, so I must be the child \*/**  **{**  **sleep (4) ; /\* make sure that the parent terminates first \*/**  **printf ("I'am the child process with PID %d and PPID %d.\n",**  **getpid ( ), getppid ( ) ) ;**  **}**  **printf ("PID %d terminates.\n", getpid ( ) ) ;**  **}**  **Sample Output:**  **I'am the original process with PID 5100 and PPID 5011.**  **I'am the parent process with PID 5100 and PPID 5011.**  **My child's PID is 5101**  **PID 5100 terminates.    /\* Parent dies \*/**  **I'am the child process with PID 5101 and PPID 1.**  **/\* Orphaned, whose parent process is “init” with pid 1 \*/**  **PID 5101 terminates.** |

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

# Important points to note:

1. **The Shell acts as the parent process**. All the processes started by the user are treated as the children of **shell**.
2. The **status of a UNIX process** is shown as the **second column** of the process table when viewed by the execution of the **ps** command. Some of the states are:

**R**: ***running***, **O**: ***orphan***, **S**: ***sleeping***, **Z**: ***zombie***.

1. **The child process is given the time slice before the parent process**. This is quite logical. For example, we do not want the process started by us to wait until its parent, which is the UNIX shell finishes. This will explain the order in which the print statement is executed by the parent and the children.

**TASKS:**

Execute the C programs given in the following problems. ***Observe*** and **Interpret** the results. You will learn about ***child*** and ***parent*** processes, and much more about UNIX processes in general by performing the suggested experiments. UNIX Calls used in the following problems:

***getpid( ), getppid( ), sleep( )*** and ***fork( )***.

**1)** Run the following program twice. Both times as a background process, i.e., suffix it with an ampersand "**&**". Once both processes are running as background processes, view the *process table* using **ps -l** UNIX command. Observe the *process state*, *PID (process ID)* etc. Repeat this experiment to observe the changes, if any. Write your observation about the Process ID and state of the process.

|  |
| --- |
| **main ( )** **{**  **printf ("Process ID is: %d\n", getpid( ) ) ;**  **printf ("Parent process ID is: %d\n", getppid( ) ) ;**  **sleep (60) ;**  **printf ("I am awake. \n");**  **}** |

**2)** Run the following program and observe the *number of times* and the *order* in which the print statement is executed. The **fork( )** creates a child that is a duplicate of the parent process. The child process begins from the **fork( )**. All the statements after the call to **fork ( )** are executed by the parent process and also by the child process.  Draw a family tree of processes and explain the results you observed.

|  |
| --- |
| **main ( ) {**  **fork ( ) ;**  **fork ( ) ;**  **printf ("Parent Process ID is %d\n", getppid ( ) ) ;**  **}** |

**3)** Run the following program and observe the result of **time slicing** used by UNIX.

|  |
| --- |
| **main ( )  {**  **int i=0, j=0, pid, k, x ;**  **pid = fork ( );**  **if ( pid == 0 ) {**  **for ( i = 0; i < 20; i++ ) {**  **for (k = 0; k < 10000; k++ );**  **printf ("Child: %d\n", i) ; }    }**  **else {**  **for ( j = 0; j < 20; j++ ){**  **for (x = 0; x < 10000; x++ );**  **printf ("Parent: %d\n", j) ;        }    } }** |

**4)** Create process fan as shown in figure 1 (a) and fill the figure 1 (a) with actual IDs.

**(a) (b)**

**Figure 1 Multiple Processes (a) Process Fan (b) Process Chain**

**5)** Create process chain as shown in figure 1(b) and fill the figure 1 (b) with actual IDs.

**6)** Create process tree as shown in figure 2 and fill the figure 2 with actual IDs.

**Operating Systems**

**LAB 7**

# Threads Creation and Execution

**Objective:**

This lab examines aspects of **threads** and **multiprocessing** (and **multithreading**). The primary objective of this lab is to implement the Thread Management.

Functions:

|  |  |
| --- | --- |
|  | **Creating Threads** |
|  | **Terminating Thread Execution** |
|  | **Passing Arguments To Threads** |
|  | **Thread Identifiers** |
|  | **Joining Threads** |

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**What is thread?**

A **thread** is a semi-process, that has its own stack, and executes a given piece of code. Unlike a real process, the thread normally shares its memory with other threads (where as for processes we usually have a different memory area for each one of them). A Thread Group is a set of threads all executing inside the same process. They all share the same memory, and thus can access the same global variables, same heap memory, same set of file descriptors, etc. All these threads execute in parallel (i.e. using time slices, or if the system has several processors, then really in parallel).

**What are pthreads?**

|  |  |
| --- | --- |
|  | Historically, hardware vendors have implemented their own proprietary versions of threads. These implementations differed substantially from each other making it difficult for programmers to develop portable threaded applications. |
|  | In order to take full advantage of the capabilities provided by threads, a standardized programming interface was required. For UNIX systems, this interface has been specified by the IEEE POSIX 1003.1c standard (1995). Implementations which adhere to this standard are referred to as POSIX threads, or Pthreads. Most hardware vendors now offer Pthreads in addition to their proprietary API's. |

|  |  |
| --- | --- |
|  | **Pthreads** are defined as a set of **C language programming types and procedure calls**. Vendors usually provide a Pthreads implementation in the form of a **header/include file** and a library which you **link** with your program. |

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

## Why pthreads?

|  |  |
| --- | --- |
|  | The primary motivation for using Pthreads is to realize potential program performance gains. |
|  | When compared to the cost of creating and managing a process, a thread can be created with much less operating system overhead. Managing threads requires fewer system resources than managing processes. |
|  | All threads within a process share the same address space. Inter-thread communication is more efficient and in many cases, easier to use than inter-process communication. |
|  | Threaded applications offer potential performance gains and practical advantages over non-threaded applications in several other ways: Overlapping CPU work with I/O: For example, a program may have sections where it is performing a long I/O operation. While one thread is waiting for an I/O system call to complete, CPU intensive work can be performed by other threads. Priority/real-time scheduling: tasks which are more important can be scheduled to supersede or interrupt lower priority tasks. Asynchronous event handling: tasks which service events of indeterminate frequency and duration can be interleaved. For example, a web server can both transfer data from previous requests and manage the arrival of new requests. |
|  | Multi-threaded applications will work on a uniprocessor system, yet naturally take advantage of a multiprocessor system, without recompiling. |
|  | In a multiprocessor environment, the most important reason for using Pthreads is to take advantage of potential parallelism. This will be the focus of the remainder of this session. |

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**The pthreads API:**

The subroutines which comprise the Pthreads API can be informally grouped into three major classes:

**Thread management:** The first class of functions work directly on threads - creating, detaching, joining, etc. They include functions to set/query thread attributes (joinable, scheduling etc.)   
**Mutexes:** The second class of functions deal with a coarse type of synchronization, called a "mutex", which is an abbreviation for "**mutual exclusion**". Mutex functions provide for creating, destroying, locking and unlocking mutexes. They are also supplemented by mutex attribute functions that set or modify attributes associated with mutexes.  
**Condition variables:** The third class of functions deal with a finer type of synchronization - based upon programmer specified conditions. This class includes functions to create, destroy, wait and signal based upon specified variable values. Functions to set/query condition variable attributes are also included.

**Naming conventions:** All identifiers in the threads library begin with **pthread\_**

|  |  |
| --- | --- |
| **pthread\_** | **Threads themselves and miscellaneous subroutines** |
| **pthread\_attr** | **Thread attributes objects** |
| **pthread\_mutex** | **Mutexes** |
| **pthread\_mutexattr** | **Mutex attributes objects.** |
| **pthread\_cond** | **Condition variables** |
| **pthread\_condattr** | **Condition attributes objects** |
| **pthread\_key** | **Thread-specific data keys** |

**Thread Management Functions:**

The function **pthread\_create** is used to create a new thread, and the function **pthread\_exit** is used by a thread to terminate itself. The function **pthread\_join** is used by a thread to wait for termination of another thread.

|  |  |
| --- | --- |
| Function: | int **pthread\_create** (pthread\_t   \*threadhandle, */\*Thread handle returned by reference \*/* pthread\_attr\_t   \*attribute, */\* Special Attribute for starting thread, may be NULL \*/* void  \*(\*start\_routine)(void \*), */\* Main Function which thread executes \*/* void  \*arg */\* An extra argument passed as a pointer \*/ );* |
| Info: | Request the **PThread** library for **creation** of a new thread. The return value is **0** on **success**. The **pthread\_t** is an abstract datatype that is used as a handle to **reference** the thread. |

|  |  |
| --- | --- |
| Function: | Void **pthread\_exit** (void \*retval */\* return value passed as a pointer \*/*); |
| Info: | This Function is used by a thread to **terminate**. The return value is passed as a **pointer**. This pointer value can be anything so long as it does not exceed the size of (void \*). Be careful, this is system dependent. You may wish to return an address of a structure, if the returned data is very large. |

|  |  |
| --- | --- |
| Function: | Int **pthread\_join** (pthread\_t    threadhandle, */\* Pass threadhandle \*/* void   \*\*returnvalue */\* Return value is returned by ref. \*/*); |
| Info: | Return **0** on **success**, and **negative** on **failure**. The returned value is a **pointer** returned by **reference**. If you do not care about the return value, you can pass **NULL** for the second argument. |

**Thread Initialization:**

**Include the pthread.h library :**

**#include <pthread.h>**

**Declare a variable of type pthread\_t :**

**pthread\_t    the\_thread**

**When you compile, add -lpthread to the linker flags :**

**gcc   threads.c   -o   threads  -lpthread**

**++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++**

**Initially, threads are created from within a process. Once created, threads are peers, and may create other threads. Note that an "initial thread" exists by default and is the thread which runs main( ).**

**++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++**

**Thread Identifiers:**

**pthread\_self ( )**

Returns the unique thread ID of the calling thread. The returned data object is opaque can not be easily inspected.

**pthread\_equal ( thread1, thread2 )**

**Compares two thread IDs:**

If the two IDs are different 0 is returned, otherwise a non-zero value is returned.   
Because thread IDs are opaque objects, the C language equivalence operator == should not be used to compare two thread IDs.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**Example: Pthread Creation and Termination:**

**Lab6\_1.c**

**#include <stdio.h>**

**#include <pthread.h>**

**void \*kidfunc(void \*p)**

**{  
    printf ("Kid ID is ---> %d\n", getpid( ));**

**}  
  
main ( )**

**{  
    pthread\_t kid ;**

**pthread\_create (&kid, NULL, kidfunc, NULL);**

**printf ("Parent ID is ---> %d\n", getpid( )) ;**

**pthread\_join (kid, NULL) ;**

**printf ("No more kid!\n") ;**

**}**

**Question: Are the process id numbers of parent and child thread the same or different? Give reason(s) for your answer.**

**""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""**

**Lab6\_2.c**

**#include <stdio.h>**

**#include <pthread.h>**

**int glob\_data = 5 ;**

**void \*kidfunc(void \*p)**

**{  
    printf ("Kid here. Global data was %d.\n", glob\_data) ;**

**glob\_data = 15 ;**

**printf ("Kid Again. Global data was now %d.\n", glob\_data) ;**

**}  
  
main ( )**

**{  
    pthread\_t kid ;**

**pthread\_create (&kid, NULL, kidfunc, NULL) ;**

**printf ("Parent here. Global data = %d\n", glob\_data) ;**

**glob\_data = 10 ;**

**pthread\_join (kid, NULL) ;**

**printf ("End of program. Global data = %d\n", glob\_data) ;**

**}**

**Question: Do the threads have separate copies of glob\_data?** Why? Or why not?

**""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""**

**Multiple Threads:**

The simple example code below creates 5 threads with the **pthread\_create( )** routine. Each thread prints a "Hello World!" message, and then terminates with a call to **pthread\_exit( )**.

**Lab6\_3.c**  
**#include <pthread.h>**

**#include <stdio.h>**

**#define NUM\_THREADS 5**

**void \*PrintHello(void \*threadid)**

**{  
    printf("\n%ld: Hello World!\n", threadid);**

**pthread\_exit(NULL);**

**}  
int main( )**

**{  
    pthread\_t   threads [NUM\_THREADS];**

**int rc, t;**

**for(t=0; t < NUM\_THREADS; t++)    {**

**printf ("Creating thread %d\n", t);**

**rc = pthread\_create (&threads[t], NULL, PrintHello, (void \*) t );**

**if (rc) {**

**printf("ERROR; return code from pthread\_create() is %d\n", rc);**

**exit(-1);**

**}  
       }**

   **pthread\_exit(NULL);**

**}**

**Sample output**

ccse> lab6\_3

Creating thread 0

Creating thread 1

Creating thread 2

Creating thread 3

Creating thread 4

0: Hello World!

1: Hello World!

2: Hello World!

3: Hello World!

4: Hello World!

ccse>

**""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""**

**Difference between process and threads :**

**Lab6\_4.c**

**#include <stdio.h>**

**#include <pthread.h>**

**#include <unistd.h>**

**int this\_is\_global;**

**void thread\_func( void \*ptr );**

**int main( ) {**

**int local\_main;**

**int pid, status;**

**pthread\_t thread1, thread2;**

**printf("First, we create two threads to see better what context they share...\n");**

**this\_is\_global=1000;  
printf("Set this\_is\_global=%d\n",this\_is\_global);**

**pthread\_create( &thread1, NULL, (void\*)&thread\_func, (void\*) NULL);**

**pthread\_create(&thread2, NULL, (void\*)&thread\_func, (void\*) NULL);**

**pthread\_join(thread1, NULL);**

**pthread\_join(thread2, NULL);**

**printf("After threads, this\_is\_global=%d\n",this\_is\_global);**

**printf("\n");  
printf("Now that the threads are done, let's call fork..\n");**

**local\_main=17; this\_is\_global=17;**

**printf("Before fork(), local\_main=%d, this\_is\_global=%d\n",local\_main,**

**this\_is\_global);  
pid=fork();**

**if (pid == 0) { /\* this is the child \*/**

**printf("In child, pid %d: &global: %X, &local: %X\n", getpid(), &this\_is\_global, &local\_main);**

**local\_main=13; this\_is\_global=23;**

**printf("Child set local main=%d, this\_is\_global=%d\n",local\_main,**

**this\_is\_global);  
 exit(0);  
}  
else { /\* this is parent \*/**

**printf("In parent, pid %d: &global: %X, &local: %X\n", getpid(), &this\_is\_global, &local\_main);**

**wait(&status);  
 printf("In parent, local\_main=%d, this\_is\_global=%d\n",local\_main,**

**this\_is\_global);**

**}  
exit(0);  
}  
void thread\_func(void \*dummy) {**

**int local\_thread;**

**printf("Thread %d, pid %d, addresses: &global: %X, &local: %X\n",**

**pthread\_self(), getpid(), &this\_is\_global, &local\_thread);**

**this\_is\_global++;  
printf("In Thread %d, incremented this\_is\_global=%d\n", pthread\_self(),**

**this\_is\_global);  
pthread\_exit(0);  
}**

**Sample output**

ccse> lab6\_4

First, we create two threads to see better what context they share...

Set this\_is\_global=1000

Thread 4, pid 2524, addresses: &global: 20EC8, &local: EF20BD6C

In Thread 4, incremented this\_is\_global=1001

Thread 5, pid 2524, addresses: &global: 20EC8, &local: EF109D6C

In Thread 5, incremented this\_is\_global=1002

After threads, this\_is\_global=1002

Now that the threads are done, let's call fork..

Before fork(), local\_main=17, this\_is\_global=17

In child, pid 2525: &global: 20EC8, &local: EFFFFD34

Child set local main=13, this\_is\_global=23

In parent, pid 2524: &global: 20EC8, &local: EFFFFD34

In parent, local\_main=17, this\_is\_global=17

ccse>

""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""""**Assignments:**

**Problem#1:**

The following **Box #1** program demonstrates a simple program where the **main thread creates another thread** to print out the numbers from 1 to 20. The **main thread waits till the child thread finishes**.

|  |
| --- |
| **/\* Box #1:  Simple Child Thread \*/**  **#include <pthread.h>**  **#include <stdio.h>**  **void \*ChildThread(void \*argument)**  **{**  **int i;**  **for ( i = 1; i <= 20; ++i ){**  **printf(" Child Count - %d\n", i);**  **}     pthread\_exit(NULL);**  **}  int main(void)**  **{**  **pthread\_t   hThread;        int   ret;**  **ret=pthread\_create(&hThread, NULL, (void \*)ChildThread, NULL); /\* Create**  **Thread \*/**  **if (ret < 0)**  **printf("Thread Creation Failed\n");   return 1;**  **pthread\_join (hThread, NULL);  /\* Parent waits for  \*/**  **printf("Parent is continuing....\n");**  **return 0;**  **}** |

**Compile and execute the Box #1 program and show the output and explain why the output is so?**

**Problem#2:**

In the **Box #2** modify the above **Box #1** program such that the main program passes the **count** as argument to the child thread function and the child thread function prints that many **count** print statements.

|  |
| --- |
| **/\* Box #2 : Passing Thread Arguments \*/**  **#include <pthread.h>**  **#include <stdio.h>**  **void \*ChildThread (int  argument){**  **int   i;**  **.......................**  **pthread\_exit(NULL);**  **} int main(void){**  **pthread\_t   hThread;**  **pthread\_create (.............................);**  **pthread\_join (hThread, NULL);**  **printf ("Parent is continuing....\n");         return 0;**  **}** |

**Compile and Execute the Box #2 program and show the output and explain why is the output so?**

**Problem#3:**

**Write a program Box #3 by removing pthread\_exit function from child thread function and check the output? Is it the same as output of Box #2? If so Why? Explain?**

|  |
| --- |
| **/\* Box #3: Implicit Thread Exit  \*/**  **#include <pthread.h>**  **#include <stdio.h>**  **void ChildThread (int argument){**  **int i;**  **...............................**  **/\* No pthread\_exit function \*/**  **} int main(void){**  **pthread\_t   hThread;**  **pthread\_create (...........................................);**  **pthread\_join (hThread, NULL);**  **printf ("Parent is continuing....\n");        return 0;**  **}** |

**Operating Systems**

**LAB 8**

**Threads Synchronization**

**Objective:**

When multiple threads are running they will invariably need to communicate with each other in order **synchronize** their execution. One main benefit of using threads is the ease of using synchronization facilities.

**Threads need to synchronize their activities to effectively interact**. This includes:

|  |  |
| --- | --- |
|  | **Implicit communication** through the modification of shared data |
|  | **Explicit communication** by informing each other of events that have occurred. |

This lab describes the synchronization types available with threads and discusses when and how to use synchronization.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**Why we need Synchronization and how to achieve it**:

 Suppose the multiple threads share the **common address space** (thru a common variable), then there is a problem.

**THREAD A                                    THREAD B**  
**x = common\_variable ;                 y = common\_variable ;  
x++ ;                                                 y-- ;  
common\_variable = x ;                  common\_variable = y ;**  
  
If threads execute this code independently it will lead to garbage. The access to the **common\_variable** by both of them simultaneously is prevented by having a lock, performing the thing and then releasing the lock.  \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Mutual exclusion and Race Conditions:**

Mutual exclusion can prevent data inconsistencies due to **race conditions**.

A **race condition** often occurs when two or more threads need to perform operations on the same memory area, but the results of computations depends on the order in which these operations are performed.

Consider, for example, a single counter, **X**, that is incremented by two threads, **A** and **B**. If  **X** is originally **1**, then by the time threads **A** and **B** increment the counter, **X** should be **3**. Both threads are independent entities and have no synchronization between them.

Although the C statement **X++** looks simple enough to be atomic, the generated assembly code may not be, as shown in the following pseudo-assembler code:  
  
       **move X, REG  
       inc REG  
       move REG, X**If both threads are executed concurrently on two CPUs, or if the scheduling makes the threads alternatively execute on each instruction, the following steps may occur:

Situation 1:

Thread **A** executes the first instruction and puts **X**, which is **1**, into the thread **A** register. Then thread **B** executes and puts **X**, which is **1**, into the thread **B** register. The following illustrates the resulting registers and the contents of memory **X**.

**Thread A Register        Thread B Register            Memory X**

**1                                        1                                        1**

Situation 2:

Next, thread **A** executes the second instruction and increments the content of its register to **2**. Then thread **B** increments its register to **2**. Nothing is moved to memory **X**, so memory X stays the same. The following illustrates the resulting registers and the contents of memory **X**.

**Thread A Register        Thread B Register            Memory X**

**2                                       2                                        1**

Situation 3:

Last, thread **A** moves the content of its register, which is now **2**, into memory **X**. Then thread **B** moves the content of its register, which is also **2**, into memory **X**, overwriting thread **A's** value. The following illustrates the resulting registers and the contents of memory **X**.

**Thread A Register        Thread B Register            Memory X**

**2                                        2                                        2**

Note that in most cases thread **A** and thread **B** will execute the three instructions one after the other, and the result would be **3**, as expected. Race conditions are usually difficult to discover, because they occur intermittently.

To avoid this race condition, each thread should lock the data before accessing the counter and updating memory **X**. For example, if thread **A** takes a lock and updates the counter, it leaves memory **X** with a value of **2**. Once thread A releases the lock, thread **B** takes the lock and updates the counter, taking **2** as its initial value for **X** and incrementing it to **3**, the expected result.

**Task 1: Implement producer/consumer problem using threads.**

**Task 2: Solve the critical section problem in task1 using:**

1. **Peterson solution**
2. **Test and set instruction**

**Operating Systems**

**LAB 9**

# Inter-Process Communication - Pipes

**Objective:**

* To learn and practice how processes communicate among themselves
* To use Pipes and signals
* Practice the following system calls

**pipe**

**dup / dup2**

**Introduction:**

Now that we know how to create processes, let us turn our attention to make the processes communicate among themselves. There are many mechanisms through which the processes communicate and in this lab we will discuss two such mechanisms: **Pipes** and **Signals**. A **pipe** *is used for one-way communication of a stream of bytes*. **Signals** *inform processes of the occurrence of asynchronous events*. In this lab we will learn how to create pipes and how processes communicate by reading or writing to the pipe and also how to have a two-way communication between processes. This lab also discusses how the default signals handlers can be replaced by user-defined handlers for particular signals and also how the processes can ignore the signals.

**By learning about signals, you can "protect" your programs from *Control-C*, arrange for an alarm clock signal to terminate your program if it takes too long to perform a task, and learn how UNIX uses signals during everyday operations.**

**Pipes**

Pipes are familiar to most Unix users as a shell facility. For instance, to print a sorted list of **who** is logged on, you can enter this command line:

**who | sort | lpr**

There are **three processes** here, connected with **two pipes**. **Data flows in one direction only**, from **who** to **sort** to **lpr**. It is also possible to set up **bidirectional pipelines** (from process A to B, and from B back to A) and **pipelines in a ring** (from A to B to C to A) using system calls. The shell, however, provides no notation for these more elaborate arrangements, so they are unknown to most Unix users.

We'll begin by showing some simple examples of processes connected by a **one-directional pipeline**.

## pipe System Call

|  |
| --- |
| **int pfd[2];**  **int pipe (pfd); /\* Returns 0 on success or -1 on error \*/** |
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### I/O with a pipe

These two file descriptors can be used for block I/O

|  |
| --- |
| **write(pfd[1], buf, SIZE);**  **read(pfd[0], buf, SIZE);** |

### Fork and a pipe

**A single process would not use a pipe.** **They are used when two processes wish to communicate in a one-way fashion.** A process splits in two using **fork ( )**. A **pipe** **opened before the fork becomes shared between the two processes**.

**Before fork**

![http://www.ccse.kfupm.edu.sa/~akbar/ICS431_032/LabExercises/Lab11/pipe_before.gif](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbIAAABqAQAAAADxEulHAAAAAmJLR0QAAd2KE6QAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAGdSURBVFjD7daxTsMwEADQVB0KU1eYIiZ+AsnfwtSfQLhbl0r8AXxKUxj6GUkFUgYEcfCQhLo54krQXts4V6tSVWoPkaL4JfH57hIPrEbgOdfghNc0/K0ua3xIeHouoboZdjHVFdi9U903dh/k9+TIfZLdCMeFU12I3YjqEkuXLV3ged2Q4qqSac+WTt8noTg9ZY5dRnUldjOqA47cnOxGyJVkFyIHnOqSvTzPdn228bTZP51npHzRebaSLzpIpPzU65HY2daRZd3a9gnbvmTbB237bmLZ5+FIvmPOHb2z/a/baTjnnHPO/T8XwLRhbhsGW1xfO2Vg5cJN150PhfIjELzOKQ6x4AGMsWPavZkcaDfkW1x1rTQ6CY+8WHFinLfUpcm9dKKO6ElgDLl+3srPTe65HXWi63WnbjhLpyYnUgWTwYa7Z+w1Nbk0V/Aw2XDVeWyMi1QKnuKDO/L68P7R4znETu/f2R1E3Tr3pffvSlZlg5zOlwuTkzpfbmVVDzguv8da93c8pBPdhfOhtv4CtphXXR3vwe08nDtR9wM45N6JhTIKhQAAAABJRU5ErkJggg==)

**After fork**

![http://www.ccse.kfupm.edu.sa/~akbar/ICS431_032/LabExercises/Lab11/pipe_after.gif](data:image/png;base64,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)

This gives ***two*****read ends** and ***two*****write ends**. **The read end of the pipe will not be closed until both of the read ends are closed, and the write end will not be closed until both the write ends are closed.**

**Either process can write into the pipe, and either can read from it. Which process will get what is not known.**

For predictable behavior, **one of the processes must close its read end, and the other must close its write end**. Then it will become a simple pipeline again.

Suppose the parent wants to write down a pipeline to a child. **The parent closes its read end, and writes into the other end**. **The child closes its write end and reads from the other end.** **When the processes have ceased communication, the parent closes its write end. This means that the child gets eof on its next read, and it can close its read end**.

**Pipes use the buffer cache just as ordinary files do**. Therefore, the benefits of writing and reading pipes in units of a block (usually 512 bytes) are just as great. A single **write** execution is atomic, so if 512 bytes are written with a single system call, the corresponding **read** will return with 512 bytes (if it requests that many). It will not return with less than the full block. However, if the writer is not writing complete blocks, but the reader is trying to read complete blocks, the reader may keep getting partial blocks anyhow. This won't happen if the writer is faster than the reader, since then the writer will be able to fill the pipe with a complete block before the reader gets around to reading anything. Still, it's best to buffer writes and reads on pipes, and this is what the Standard I/O Library does automatically.

|  |
| --- |
| **#include <stdio.h>**  **#define SIZE 1024**  **main( ){**  **int pfd[2];**  **int nread;**  **int pid;**  **char buf[SIZE];**  **if (pipe(pfd) == -1) {**  **perror("pipe failed");**  **exit(1);**  **}**  **if ((pid = fork()) < 0) {**  **perror("fork failed");**  **exit(2);**  **}**  **if (pid == 0) {**  **/\* child \*/**  **close(pfd[1]);**  **while ((nread = read(pfd[0], buf, SIZE)) != 0)**  **printf("child read %s\n", buf);**  **close(pfd[0]);**  **}**  **else {**  **/\* parent \*/**  **close(pfd[0]);**  **strcpy(buf, "hello...");**  **/\* include null terminator in write \*/**  **write(pfd[1], buf, strlen(buf)+1);**  **close(pfd[1]);**  **}**  **}** |

Given that **we have two processes, how can we connect them so that one can read from a pipe what the other writes? We can't.** Once the processes are created they can't be connected, because there's **no way for the process that makes the pipe to pass a file descriptor to the other process**. It can pass the file descriptor number, of course, but that number won't be valid in the other process. **But if we make a pipe in one process *before creating* the other process, it will inherit the pipe file descriptors, and they will be valid in both processes**. Thus, **two processes communicating over a pipe can be parent and child, or two children, or grandparent and grandchild, and so on, but they must be related, and the pipe must be passed on at birth**. In practice, this may be a severe limitation, because **if a process dies there's no way to recreate it and reconnect it to its pipes -- the survivors must be killed too, and then the whole family has to be recreated**.

**In general, then, here is how to connect two processes with a pipe:**

1. **Make the pipe.**
2. **Fork to create the reading child.**
3. **In the child close the writing end of the pipe, and do any other preparations that are needed.**
4. **In the child execute the child program.**
5. **In the parent close the reading end of the pipe.**
6. **If a second child is to write on the pipe, create it, make the necessary preparations, and execute its program. If the parent is to write, go ahead and write.**

Here’s a small program that uses a **pipe** to allow the parent to read a message from its child:

|  |
| --- |
| **#include <stdio.h>**  **#include <string.h>**  **#define READ 0**  **#define WRITE 1**  **char\* phrase = "This is ICS431 lab time" ;**  **main ( ){**  **int fd [2], bytesread ;**  **char message [100] ;**  **pipe ( fd ) ;**  **if ( fork ( ) == 0 )   {                                           /\* child, writer \*/**  **close ( fd [READ] ) ; /\* close unused end \*/**  **write ( fd [WRITE], phrase, strlen (phrase) + 1) ;**  **close ( fd [WRITE] ) ; /\* close used end \*/**  **}**  **else { /\* parent, reader \*/**  **close ( fd [WRITE] ) ; /\* close unused end \*/**  **bytesread = read (fd [READ], message, 100) ;**  **printf ("Read %d bytes : %s\n", bytesread, message) ;**  **close ( fd [READ] ) ;                                        /\* close used end \*/**  **}**  **}** |

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**Implementation of Redirection**

**When a process forks, the child inherits a copy of its parent’s file descriptors. When a process execs, the standard input, output, and error channels remain unaffected. The UNIX shells uses these two pieces of information to implement redirection**.

**To perform redirection, the shell performs the following series of actions:**

**         The parent shell forks and then waits for the child shell to terminate.**

**         The child shell opens the file “output”, creating it or truncating as necessary.**

**         The child shell then duplicates the file descriptor of “output” to the standard output file descriptor, number 1, and then closes the original descriptor of “output”. All standard output is therefore redirected to “output”.**

**        The child shell then exec’s the ls utility. Since the file descriptors are inherited during an exec ( ), all of standard output of ls goes to “output”.**

**        When the child shell terminates, the parent resumes. The parent’s file descriptors are unaffected by the child’s actions, as each process maintains its own private descriptor table.**

|  |
| --- |
| **#include <stdio.h>**  **#include <sys/file.h>**  **main (argc, argv)**  **int argc ;**  **char \*argv[ ] ;**  **{**  **int fd ; /\* file descriptor or pointer \*/**  **fd = open (argv[1], O\_CREAT | O\_TRUNC | O\_RDWR, 0777) ;**  **/\* open file named in argv[1] \*/**  **dup2 (fd, 1) ; /\* and assign it to fd file pointer \*/**  **close (fd) ; /\* duplicate fd with 1 which is standard output (the monitor) \*/**  **execvp (argv[2], &argv[2]) ;**  **/\* the output is not printed on screen but is redirected to “output” file \*/**  **printf ("End\n") ; /\* should never execute \*/**  **}** |

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

## dup / dup2 System Call

|  |
| --- |
| **int dup   (int *oldfd* )**  **int dup2 (int *oldfd,* int *newfd* )** |

**dup ( )** **finds the smallest free file descriptor entry and points it to the same file as** ***oldfd***. **dup2 ( )** closes ***newfd*** if it’s currently active and then points it to the same file as ***oldfd***. In both cases, the **original and copied file descriptors share the same file pointer and access mode**.

They both return the **index of the new file descriptor** if **successful**, and **–1** otherwise.

**dup/dup2 duplicates an existing file descriptor, giving a new file descriptor that is open to the same file or pipe**. The two share the same file pointer, just as an inherited file descriptor shares the file pointer with the corresponding file descriptor in the parent. **The call fails if the argument is bad (not open) or if 20 file descriptors are already open**.

A pipeline works because the two processes know the file descriptor of each end of the pipe. **Each process has a stdin (0), a stdout (1) and a stderr (2)**. The file descriptors will depend on which other files have been opened, but could be 3 and 4, say.

Suppose one of the processes replaces itself by an "**exec**''. The new process will have files for descriptors 0, 1, 2, 3 and 4 open. How will it know which are the ones belonging to the pipe? It can't.

### Example:

To implement "**ls | wc**'' the **shell will have created a pipe and then forked**. The parent will **exec** to be replaced by "**ls**'', and the child will **exec** to be replaced by "**wc**'' The write end of the pipe may be descriptor 3 and the read end may be descriptor 4. "**ls**'' normally writes to 1 and "**wc**'' normally reads from 0. How do these get matched up?

![http://www.ccse.kfupm.edu.sa/~akbar/ICS431_032/LabExercises/Lab11/pre_dup.gif](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcQAAADxAQAAAAB95PoYAAAAAmJLR0QAAd2KE6QAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAVASURBVGje7dm9buQ2EABgJS7cxS9geMu8gqvT41zrIE0OCEAHB9hdnDJFYD2K1jAQN4G3TBEkzMFAttQ6KiRhJTEiKa3I1XA1M2fcFTELW5TvO/6IIjlUpJhpE73KV/n/lMtI8GQZq/c8ea1UHXNkrav6wJG5/lFx5Er/aCl9NEjbxIQua5tb68YiS+5lbnO6oddaxmiZ2Vyra0yTQwNjK1u8HJomrdygZTtkM1UfX1FkM2SLTkaUdm6HbHdxe06RxZDtCr/9/iLCy2zIdg3+paVIucuLTlJqm+7yKVGKXV7SZDvmM1o7PUnq22bMF7TnuR3zW5V8yZZXBFmM+WaevIzMxnz7qaR0bohPJFPnRkqVlStRHQzKml8mprFGCkfq3mowjYWlpMiNcGRGkX8vHJkjpR5x1UNib+jiGsxj2cnVqpdlFH2BGb2j7G9k5jUXBHnnyZQgh4XPSkmQ9YkrM4JUK1cWBLnyJKXMhxtuO4cxxOhb4UqBl7tkJGUMjVKPPuy49eqm+6bZsiXicQZkxpYSK1Pnhr7Gz2ATKbiSNFP7ZaKl2yGYir6EzMY8MGJrsWbKUstpEIPYm1Q6AKrZsoSltweD5YYjl9+9VepfWHp7zam8OFbqH1h6+9tpbZ+6SPqRJdcP0cmPsPT28VO5WkcntwGZ7vIpKJV6E5BjSQKWbUjuWgdNtEZGC1i6cRnYzq9C0o0F4b4NjHg3/gSkfp4h6cS8gNx8HZZunD2V5dsDMumzsUKn6XkCUTpnGETpnJsQJf+s5iPOh/hnUvxzMP7Z20ec9+2dMS6jXZqVfpK7q5Yim4mUSFlP5ApbptiXv2Nlui//wEq5L//EyszIfJR/YWW+L6VAymYiU4S0cZnbzssoWkiEtPt4V+ryMqxMpaqu85/FcpAFVspOHuU/xZeil1uszKQqv8mvF2dxLxusLDpZ5jc3cdLLFiu7Mqs6Tx5FQi1T9rJbNontTPclum/FUFvq89RjyJcSIW1c1vVtld8kpm/16EsRUpm4rH+ei5gw4pWJyzp5lF/aMaQIb5l+s8dxqwhvtp5Nqn5R9GaTOjo+LNN9Ocxg7/UqckiKfdnPmno3f39Impnakyv7B71MDlFEeHXwpLR/MDVNDkgVWJHsPmTNkHYyrBjStrbfh5BkbH8lZDlcZQcltNoPm578oITSMC80ARn+XpZ5tZ5K/b1sOBQLtF3AUn+7Ko8hmXoXsHx+guSuFTIsc+hIdHw8GSjN97I1JMdpvghIvYuD5Na/mtbWfF+B2jlO801A6m86UN9mfoun0nxHOuLJQG3leCnCEtrRp/7ly8qLaA1J4Vcc7tv1M0uew+PW3WNkoNTfyzbHLHkFv5/u7qRQlNmEL7d710jZ8qVgy5QtpbcLawgyY8uCLSu2bL09Y4uUtV7QBEeacZeypdTy+UN+R5aZltWHdbeHJMqil10cQpRbI5frmCxNmeXyV8FrZ/3bI11KtkzZ0oyh9uxMUHpIjz47btuzBalv9T9tzLvSyVOhaO/K1r5lcXxJlcUg7xRR8mcT+RlmTf5MzV4d1KdeBZ9M0DC/Zk/TvZYnHLnqZH00vzeBZfnMlVU1vwebpPboPlbPJUtexiqv5/eaQG1PjczG/0th5Zvz6FuWfBRGzu7jIWlqOxs7BOVcvBKWczFSoJ3vyvm4DO7bd9V8LAjIUzNuZ+NPQP5g3pXZmBeQ3bhVJ/NxdjjxY3vceQKYYvsrocuVLVrQJeqsBkyo86EDDU04cvYcLJhmz97Cae6870AfzZwxotKrfJWv8lV+dvkf9wQYO1fW9LoAAAAASUVORK5CYII=)

The **dup/dup2** function call takes an existing file descriptor, and another one that it "would like to be''. Here, fd=3 would also like to be 1, and fd=4 would like to be 0. So we ***dup*** fd=3 as 1, and ***dup*** fd=4 as 0. Then the old fd=3 and fd=4 can be closed as they are no longer needed.

**After dup**

![http://www.ccse.kfupm.edu.sa/~akbar/ICS431_032/LabExercises/Lab11/dup.gif](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbEAAADiAQAAAADoxsTxAAAAAmJLR0QAAd2KE6QAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAWASURBVGje7dm/bttGGABwGi6gJTBfwJC6de1aIDAfwY+RVa6XDKlPnbLVb1A9gkcPQUNnqZbCHDsE7cnwoJEyOEgKyWPvD0kdxY/k952DLPUBkXSyfuHd8f59R69wSjPvf+K2nu/kRsWaObi1/PfewV2rotKd0GUMyG6nXyOyW+nXhOzm+jXTlURd1ThTPV3BtXIrpMvLHFdlJbiqYqvSLZAuLnOpcWKEdLzMyfLO1gQXljkhv1j6+PqxKsuKZIF3os6GRRL95k2QLq+zvEjm92iX1tlYughdzk2d3ZBcXGdTkuN1NifVr+EI7RnWWUG6f2yfZ8ny3M2t0e0irHw4KJ7vcivPv4FLrXz8DdzGym+orpxC9efQ0c0d3Q3OxZbTbXRbZJ53RHcf1C3Nke7dpHZ/UNzbUe0+MpTj2l3owaN/HYYEd5kY53lewCmuME61T0xwU7Z3G4J75+9dSnDseO9yikv2Tji0J/V6F49u9TP9xaE9J3tHuH9lMo7QX2qn+hmuf8ZWXo+HEDceWu4jYfzZjjJubYecJ1rz7q2ju3F0c0cX4hywHmWem5Nr97CD1lvLXWduzlcuAhy0n7BcoNy1o/MB19gvwU7Q3dZ/JbPnkAvrrCja7kT+JIPapbH/bJfz9VTGhy5uuzx6Al1cZ1PA/ZQtjxLQ2ft5yMkNKejs+AF2C9DZ8Qrs7o4hZ8dHcP1gZ8djcHuC/boR/wFO3r8OV1Urh9zZd52uasYUcsGrTmfF020Hplb8TnLWeQHJWecTNNc6D0G61vkL0rXOe5Cudb6EdYfnWVh3eH6Gds3zOrkeyVDApH7XTNbFBN6Fhy7Fufmh2+HczaH7gnO3rXIylPvQciHK6X1WNbi04yin46OGi1FOx0cNtxl2VXxU12/tecfpsFNXiW2nrpXjnNrP/ygu/e2kdALnVPzw/dXPo7VfOnsL0ONUvHJyNn18XFQuRDkVH03GF0+rpHIcfb3g98tdlNCul5ZOLXuU+m0OHbI946qcBe3+8UOH6C9VfDQ5u0h0e6p+huifRRkf6fu3wvfrooyPvKup6S8FehzpcVv3zwI9bvU8EZTLWmOeqH/ePS81HDN/kEvBqMfdHLpqHpTV3bJuNz905byrF7rrnvvQKqf5Xq/mSbfrWlfm6iUju3KCC6iurGVEdeUuLKE6bv2tw1WLNJPrd/1lYFVz4HqssbUsUwi55vMj29Vl55DTz49+hVz9KYacfg7kQW5jfwCdeM0AF9sXht0V5Lhd0ZZTz48yAbnQbti2U8+PQMfsT+1yqucPGeCscRFCTj3vWALtaXU9Djn1fGXJHFwEl9Oa6uMuV++0LWdN2Zuv6u69U8jF+9+kHe15KhycvH9g/+T73+SQW54XAhoPQ049P4LGX7j/jRh83v8VHGt8jXTc0UWO7m+yM/Pu5+aOKRx2Bvzj6P41b08PySeS44F+2z2sZozkzA5funGgsig387yJ2eHv7lYB3oWF2ZHKRefuT3078C7VLvvrnuhyRyccXfGLehHjMaO1i7meGE+I7ZlX7pQ5tGcRBDOa21TuE61d7IiQ0s+4g1M/DN3GH2fPGrdoV52/UOeJKn0mzmdVos6DVYocHXd0BXE9eo7L2KosapVylNsq90B3OxU4zFi8/ybFu3Hg5oJgYL/UTndv3xQimNDddCQ3wPOB/SBQzsf3yg3sPwG3WngnLi5aKTewvwadKufAfr7bhdUXYPzQ7Xj1RY52nh9MBuIjuD19uQz1x2OAk/dP9s+B+A9w6x/UeBiINwG3faPG30B825MC89YXT4OJm7e++B1MiPMCuKLmLaI6xHkInObqpff8paeCCd0NnS91Jr//PKszDZyfdaf+8zrKf/DiXtyLK2b/AQMgdS0n3p6VAAAAAElFTkSuQmCC)

**After close**

![http://www.ccse.kfupm.edu.sa/~akbar/ICS431_032/LabExercises/Lab11/post_dup.gif](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbUAAADiAQAAAADhLWSLAAAAAmJLR0QAAd2KE6QAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAARASURBVGje7dlBTtwwFAbgoFmwZFlVQppDdAMSYnqTqidAXZWKad2u2PUEqDlKQCzYTY4Q0FTNMlQsMqNk7MZ2nLwwA3m/C1ErYamTvKhfHTtObL8Gyqssghf3T7nrYOLjyrG68HGXSskx7qS+yTnuluZecZeaX6Bnahea3xh1UpjgzjSSVat1SxvoBl5qFzJdXkdC3yvgXMPC2o2ZLqqjzLoF14k6ypUcXfKddFFRua/89q1cVJ3Eu3xXuKiqOD7cCwTT5U0o1EzwXdaEUeX495k0YQK5qAkzyIkmzKH2UQf0p2zDAnl+qzZcqfibp7tku6INZS94ApeTWAzgMhJHA7iExAnmSuo4nbrRMTpno2M0UruION1HMlG3QbCNu0w/0pzlFhPicr673SFuyXNV95Xz2Mb6b0vJd2lauzIIAiX4ro5z8xJHbHfdcQnbuanLuozt5DZ1OduplLoC70+wvvmVX/vceIH7c0Id+/k1xTr2eGmdHmfM8RmROKv+yJWnKzwd/73tOuZ3IiGxPq++S34u8nTC0ymey0hc99HtyM+pguE2zbfP6TatJ57TddZLA7jOehBwnfXnEC5qwgxySRMmkGtqaWtmObpfQRzdHyGO7scQR0Yl5Mh+E3OuGzPQxXUUgo7s3yFH8gWQI/kJyK3nQ5huLf/CdGv5HqZbyy8x3Vo+i+vu58+47n6+rtBbAV12ety90rwZ2Yt7Khf/J27Yfvk1nr1XI9z93Jm9lVu4u7ma7U6PcTefzw4PpIBdejcT+55uLxjW7Xs8P183T2eHU49+Mc9vitd3vTMLfMaL7/hM7azYcTIYebkLPR/grpwodePh9ERnZjzQhfon7nF1Ic6uHu5gZ1crJezqFMYEdaE9xKgT9pA/5hZ2ln5FnFumLB9zyv3brXO3IEHXLDAE5pqzCHMJPQFcRCsGnKAN5Tu6J0FcuydZQa7dk0jIkfWhGMJl7dUIcUl7NRnCRe3VbAgn6NXnd/Q/JYoBHEm26HOmE55u4unewe7azMxHNHml+6jXWfDR0514uqmnE6KzjRQcJ6t5SUQeTp8kni4z7uo03sZcblx6+mMLc0Xtzo4xt7JudFb61DcfvQb7xbbv7s2+V3/iLvF0drwsjj8B/aLHmajdlO/08Ys9VO6DQt6Hz/ZQlnILcifOqW2Wuw3syh/9TrhyBH7PXEG/g66g311X0O98py+a0j8f/Y37bRfyor3SP9/qcqPdKe7SylXDK2qvZGxXHnu6Elsv6bJ1E6pFKXB3PlbLzkY+4t3nd+Og9adx4W6w7+MmZ9pB62vrQn2f0HqeOGj/QBy0X3HtOygFtD9y/XlQYvsx46rnV41PaP9n3Ll5H6D9pnHV+KzeP2h/Swuyn+4UYQ856kJ7iFHHyU9sKpx8yKbCyb883MAYd4z80sZSTnrzWZtLf/7sgZ7pzdf1lRf34gZxfwCQI03JIVE8PQAAAABJRU5ErkJggg==)

**The UNIX shells use unnamed pipes to build pipelines.** They use a trick similar to the redirection mechanism to connect the standard output of one process to standard input of another. To illustrate this approach, here’s the program that executes two named programs, connecting the standard output of the first to the standard input of the second.

|  |
| --- |
| **#include <stdio.h>**  **#include <string.h>**  **#define READ 0**  **#define WRITE 1**  **main (argc, argv)**  **int argc ;**  **char\* argv[] ;**  **{**  **int pid, fd [2] ;**  **if (pipe(fd) == -1)**  **{     perror("pipe failed");**  **exit(1);   }**  **if ((pid = fork( )) < 0)**  **{     perror("fork failed");**  **exit(2);   }**  **if ( pid != 0 )                                  /\* parent, writer \*/**  **{**  **close ( fd [READ] ) ; /\* close unused end \*/**  **dup2 ( fd [WRITE], 1) ;          /\* duplicate used end to standard out \*/**  **close ( fd [WRITE] ) ; /\* close used end \*/**  **execlp ( argv[1], argv[1], NULL) ; /\* execute writer program \*/**  **}**  **else /\* child, reader \*/**  **{**  **close ( fd [WRITE] ) ; /\* close unused end \*/**  **dup2 ( fd [READ], 0) ; /\* duplicate used end to standard input \*/**  **close ( fd [READ] ) ; /\* close used end \*/**  **execlp ( argv[2], argv[2], NULL) ; /\* execute reader program \*/**  **}**  **}** |

**Run the above program as**

**a.out  who  wc**

### 

### Variations

Some common variations on this method of IPC are:

1. A pipeline may consist of three or more process (such as a C version of ps | sed 1d | wc -l ). In this case there are lots of choices
   1. The parent can fork twice to give two children.
   2. The parent can fork once and the child can fork once, giving a parent, child and grandchild.
   3. The parent can create two pipes before any forking. After a fork there will then be a total of 8 ends open (2 processes \* two ends \* 2 pipes). Most of these will have to be closed to ensure that there ends up only one read and only one write end.
   4. As many ends as possible of a pipe may be closed before a fork. This minimizes the number of closes that have to be done after forking.
2. A process may want to both write to and read from a child. In this case it creates two pipes. One of these is used by the parent for writing and by the child for reading. The other is used by the child for writing and the parent for reading.

**Assignments:**

**1)** Create your own **pipe-redirect** command so that the output of given command goes to a given file.

    Eg. ./a.out    ls   file1

    The output of ls command is stored in file1.

**Operating Systems**

**LAB 10**

**Shared Memory Management (IPC using Shared Memory)**

**Objective:**

The aim of this laboratory is to show you how the processes can communicate among themselves using the Shared Memory regions. Shared Memory is an efficient means of passing data between programs. One program will create a memory portion which other processes (if permitted) can access. A shared segment can be attached multiple times by the same process. **A shared memory segment is described by a control structure with a unique ID that points to an area of physical memory.** In this lab the following issues related to shared memory utilization are discussed:

* **Creating a Shared Memory Segment**
* **Controlling a Shared Memory Segment**
* **Attaching and Detaching a Shared Memory Segment**

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**Introduction:**

**What is Shared Memory?**

In the discussion of the **fork( )** system call, we mentioned that a parent and its children have **separate address spaces**. While this would provide a more secured way of executing parent and children processes (because they will not interfere each other), they shared nothing and have no way to communicate with each other. **A shared memory is an extra piece of memory that is attached to some address spaces for their owners to use. As a result, all of these processes share the same memory segment and have access to it.** Consequently, race conditions may occur if memory accesses are not handled properly. The following figure shows two processes and their address spaces. The yellow rectangle is a **shared memory** attached to both address spaces and **both process 1 and process 2 can have access to this shared memory as if the shared memory is part of its own address space**. In some sense, the original address spaces is "**extended**" by attaching this shared memory.
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**Shared memory is a feature supported by UNIX System V, including Linux, SunOS and Solaris.** **One process must explicitly ask for an area, using a key, to be shared by other processes. This process will be called the server.** **All other processes, the clients, that know the shared area can access it.** However, there is no protection to a shared memory and  
any process that knows it can access it freely. To protect a shared memory from being accessed at the same time by several processes, a synchronization protocol must be setup.   
  
**A shared memory segment is identified by a unique integer, the shared memory ID.** The shared memory itself is described by a structure of type **shmid\_ds** in header file **sys/shm.h**. To use this file, files **sys/types.h** and **sys/ipc.h** must be included. Therefore, your program should start with the following lines:

|  |
| --- |
| **#include <sys/types.h>**  **#include <sys/ipc.h>**  **#include <sys/shm.h>** |

A general scheme of using shared memory is the following:

**For a server, it should be started before any client.** The **server** should perform the following tasks:

|  |
| --- |
| 1. **Ask for a shared memory with a memory key and memorize the returned shared memory ID. This is performed by system call shmget( ).** 2. **Attach this shared memory to the server's address space with system call shmat( ).** 3. **Initialize the shared memory, if necessary.** 4. **Do something and wait for all clients' completion.** 5. **Detach the shared memory with system call shmdt( ).** 6. **Remove the shared memory with system call shmctl( ).** |

For the **client** part, the procedure is almost the same:

|  |
| --- |
| 1. **Ask for a shared memory with the same memory key and memorize the returned shared memory ID.** 2. **Attach this shared memory to the client's address space.** 3. **Use the memory.** 4. **Detach all shared memory segments, if necessary.** 5. **Exit.** |

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**Asking for a Shared Memory Segment - shmget( )**

The system call that requests a shared memory segment is **shmget( )**. It is defined as follows:

|  |
| --- |
| **shm\_id = shmget ( key\_t  k,           /\* the key for the segment \*/**  **int  size,       /\* the size of the segment \*/**  **int  flag );     /\* create/use flag \*/** |

In the above definition, **k** is of type **key\_t** or **IPC\_PRIVATE**. It is the numeric key to be assigned to the returned shared memory segment. **size is the size of the requested shared memory.** The purpose of **flag** is to specify the way that the shared memory will be used. For our purpose, only the following two values are important:

1. **IPC\_CREAT | 0666** for a **server** (i.e., **creating and granting read and write access to the server**)

2. **0666** for any **client** (i.e., **granting read and write access to the client**)

Note that due to Unix's tradition, **IPC\_CREAT** is correct and **IPC\_CREATE** is not!!!   
If **shmget( )** can successfully get the requested shared memory, its function value is a **non-negative integer**, the **shared memory ID**; otherwise, the function value is **negative**. The following is a **server** example of requesting a **private shared memory of four integers**:

|  |
| --- |
| **#include <sys/types.h>**  **#include <sys/ipc.h>**  **#include <sys/shm.h>**  **#include <stdio.h>**  **..... int   shm\_id; /\* shared memory ID \*/**  **.....     shm\_id = shmget (IPC\_PRIVATE, 4\*sizeof(int), IPC\_CREAT | 0666);**  **if (shm\_id < 0)  {**  **printf("shmget error\n");**  **exit(1);**  **}** |

/\* now the shared memory ID is stored in **shm\_id** \*/

**If a client wants to use a shared memory created with IPC\_PRIVATE, it must be a child process of the server, created after the parent has obtained the shared memory, so that the private key value can be passed to the child when it is created.** For a client, changing **IPC\_CREAT | 0666** to **0666** works fine. **A warning to novice C programmers: don't change 0666 to 666.** **The leading 0 of an integer indicates that the integer is an octal number.** Thus, 0666 is 110110110 in binary. If the leading zero is removed, the integer becomes six hundred sixty six with a binary representation 1111011010.

**Server and clients can have a parent/client relationship or run as separate and unrelated processes.** **In the former case, if a shared memory is requested and attached prior to forking the child client process, then the server may want to use IPC\_PRIVATE since the child receives an identical copy of the server's address space which includes the attached shared memory. However, if the server and clients are separate processes, using IPC\_PRIVATE is unwise since the clients will not be able to request the same shared memory segment with a unique and unknown key.**

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**Keys**

Unix requires a **key** of type **key\_t** defined in file **sys/types.h** for requesting resources such as shared memory segments, message queues and semaphores. **A key is simply an integer of type key\_t; however, you should not use int or long, since the length of a key is system dependent.**

There are three different ways of using keys, namely:   
**1. a specific integer value (e.g., 123456)**

**2. a key generated with function ftok( )**

**3. a uniquely generated key using IPC\_PRIVATE (i.e., a private key).**

The first way is the easiest one; however, its use may be very risky since a process can access your resource as long as it uses the same key value to request that resource. The following example assigns 1234 to a key:

**key\_t    SomeKey;**

**SomeKey = 1234;**

The **ftok( )** function has the following prototype:

|  |
| --- |
| **key\_t   ftok (**  **const char \*path,    /\* a path string \*/**  **int   id                      /\* an integer value \*/**  **);** |

**Function ftok( ) takes a character string that identifies a path and an integer (usually a character) value, and generates an integer of type key\_t based on the first argument with the value of id in the most significant position.** For example, if the generated integer is 35028A5D16 and the value of id is 'a' (ASCII value = 6116), then **ftok( )** returns 61028A5D16. That is, 6116 replaces the first byte of 35028A5D16, generating 61028A5D16.   
Thus, as long as processes use the same arguments to call **ftok( )**, the returned key value will always be the same. The most commonly used value for the first argument is "**.**", **the current directory**. If all related processes are stored in the same directory, the following call to **ftok( )** will generate the same key value:

|  |
| --- |
| **#include <sys/types.h>**  **#include <sys/ipc.h>**  **key\_t    SomeKey;**  **SomeKey = ftok(".", 'x');** |

After obtaining a key value, it can be used in any place where a key is required. Moreover, the place where a key is required accepts a special parameter, **IPC\_PRIVATE**. In this case, the **system will generate a unique key and guarantee that no other process will have the same key.** If a resource is requested with **IPC\_PRIVATE** in a place where a **key** is required, that process will receive a unique key for that resource. Since that resource is identified with a unique key unknown to the outsiders, other processes will not be able to share that resource and, as a result, the **requesting process is guaranteed that it owns and accesses that resource exclusively**.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**Attaching a Shared Memory Segment to an Address Space**

**- shmat( )**

**Why to attach?**

Creating shared memory space is not good enough. You asked the OS for it, but when you want access to the shared memory, the process needs to make it look like a well known data structure. In IPCS terminology this is attaching the shared memory. Basically, you are asking the OS to change the relationship of the created shared memory to a data structure mapped into your address space. In particular treating it as a particular structure. shmget creates shared memory and shmat maps shared memory into a process' address space. Depending on the order of actions shared memory can be created and attached before any forks, and thus since children inherit, children will automatically have the shared memory mapped to a common data structure.

**Attaching**

Suppose process 1, a server, uses **shmget( )** to request a shared memory segment successfully. That shared memory segment exists somewhere in the memory, but is not yet part of the address space of process 1. Similarly, if process 2 requests the same shared memory segment with the same key value, process 2 will be granted the right to use the shared memory segment; but it is not yet part of the address space of process 2. To make a requested shared memory segment part of the address space of a process, use **shmat( )**.

After a shared memory ID is returned, the next step is to **attach it to the address space of a process**. This is done with system call **shmat( )**. The use of **shmat( )** is as follows:

|  |
| --- |
| **shm\_ptr = shmat (**  **int       shm\_id,       /\* shared memory ID \*/**  **char    \*ptr,             /\* a character pointer \*/**  **int       flag );          /\* access flag \*/** |

System call **shmat( )** **accepts a shared memory ID**, **shm\_id**, and **attaches the indicated shared memory to the program's address space**. **The returned value is a pointer of type** **(void \*)** **to the attached shared memory**. Thus, **casting is usually necessary**. If this call is **unsuccessful**, the return value is **-1**. **Normally, the second parameter is NULL**. If the flag is **SHM\_RDONLY**, this shared memory is attached as a **read-only memory**; otherwise, it is **readable** and **writable**.

In the following **server's** program, it **asks for and attaches a shared memory of four integers**.

|  |
| --- |
| **#include <sys/types.h>**  **#include <sys/ipc.h>**  **#include <sys/shm.h>**  **#include <stdio.h>**  **...**  **int       shm\_id; key\_t  mem\_key; int       \*shm\_ptr;**  **mem\_key = ftok(".", 'a');**  **shm\_id = shmget(mem\_key, 4\*sizeof(int), IPC\_CREAT | 0666);**  **if (shm\_id < 0)**  **{**  **printf("\*\*\* shmget error (server) \*\*\*\n");**  **exit(1);**  **}**  **shm\_ptr = (int \*) shmat(shm\_id, NULL, 0); /\* attach \*/**  **if ((int) shm\_ptr == -1)**   **{**  **printf("\*\*\* shmat error (server) \*\*\*\n");**  **exit(1);**  **}** |

The following is the counterpart of a **client**.

|  |
| --- |
| **#include <sys/types.h>**  **#include <sys/ipc.h>**  **#include <sys/shm.h>**  **#include <stdio.h>**  **…**  **int       shm\_id;**  **key\_t  mem\_key;**  **int      \*shm\_ptr;**  **mem\_key = ftok(".", 'a');**  **shm\_id = shmget(mem\_key, 4\*sizeof(int), 0666);**  **if (shm\_id < 0)**    **{**  **printf("\*\*\* shmget error (client) \*\*\*\n");**  **exit(1);**  **}  shm\_ptr = (int \*) shmat(shm\_id, NULL, 0);**  **if ((int) shm\_ptr == -1)**  **{ /\* attach \*/**  **printf("\*\*\* shmat error (client) \*\*\*\n");**  **exit(1);**  **}** |

Note that the above code assumes the **server** and **client** programs are in the **current directory**. **In order for the client to run correctly, the server must be started first and the client can only be started after the server has successfully obtained the shared memory.**

Suppose process 1 and process 2 have successfully attached the shared memory segment. This shared memory segment will be part of their address space, although the **actual address could be different** (i.e., the starting address of this shared memory segment in the address space of process 1 may be different from the starting address in the address space of process 2).

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**Detaching and Removing a Shared Memory Segment**

**- shmdt( ) and shmctl( )**

System call **shmdt( )** is used to **detach a shared memory**. After a shared memory is detached, it cannot be used. However, it is still there and **can be re-attached back to a process's address space, perhaps at a different address**. To **remove a shared memory**, use **shmctl( )**.

The only argument to **shmdt( )** is the shared memory address returned by **shmat( )**. Thus, the following code detaches the shared memory from a program:

**shmdt (shm\_ptr);**

where **shm\_ptr** is the **pointer to the shared memory**. This pointer is returned by **shmat( )** when the shared memory is attached. If the detach operation fails, the returned function value is **non-zero**.

To **remove a shared memory segment**, use the following code:

**shmctl (shm\_id, IPC\_RMID, NULL);**

where **shm\_id** is the shared memory ID. **IPC\_RMID** indicates this is a remove operation. Note that after the removal of a shared memory segment, if you want to use it again, you should use **shmget( )** followed by **shmat( )**.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Example Programs**

**Two different processes communicating via shared memory**

We develop two programs here that illustrate the passing of a simple piece of memory (a string) between the processes if **running simultaneously**:

[**shm\_server.c**](http://www.ccse.kfupm.edu.sa/~akbar/ICS431_032/LabExercises/Lab13/shm_server_c.htm)

-- simply creates the string and shared memory portion.

          -- run it in background

[**shm\_client.c**](http://www.ccse.kfupm.edu.sa/~akbar/ICS431_032/LabExercises/Lab13/shm_client_c.htm)

-- attaches itself to the created shared memory portion and prints the string.

**Parent and Child processes communicating via shared memory**

[**parent\_child.c**](http://www.ccse.kfupm.edu.sa/~akbar/ICS431_032/LabExercises/Lab13/parent_child_c.htm)

**-- One parent places characters in shared memory, and child reads it.**

**Assignment:**

**Inter Process Communication between three processes using Shared Memory**

Write a program that creates a shared memory segment and waits until two other separate processes writes something into that shared memory segment after which it prints what is written in shared memory. For the communication between the processes to take place assume that the **process 1** writes **1** in first position of shared memory and waits; **process 2** writes **2** in first position of shared memory and goes on to write '**hello**' and then **process 3** writes **3** in first position of shared memory and goes on to write '**memory**' and finally the **process 1** prints what is in shared memory written by two other processes.

**Note:**

Name the three (above said) programs as **process1.c, process2.c** and **process3.c**

Compile them and name the executable files as **p1, p2** and **p3**

The output should be something like this:

**tiger > ./p1 &**

**[1] 6720**

**tiger > Process1:- I have put the message 1**

**tiger > ./p2**

**tiger > Process1:- Process2 has put the message 2 hello**

**tiger > ./p3**

**tiger > Process1:- Process3 has put the message 3 memory**

**Process1:- I am quiting**

**[1] Done ./p1**

**tiger >**

**In the above output 1, 2 hello and 3 memory should be printed by reading from the shared memory.**
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# Simulation of Non-preemptive Process Scheduling Algorithms

**WRITE A C PROGRAM FOR CPU SCHEDULING ALGORITHM FOR FCFS**

**DESCRIPTION:**

The implementation of FCFS policy is easily managed with a FIFO queue. When a process enters the ready queue, its PCB is linked on to the tail of the queue. When the CPU is free it is allocated to the process at that end of the queue. The running process is the removed from the queue.

**Data Structures Required:**

For all CPU scheduling algorithm implementations, we need to have the following arrays.

A two-dimensional array "process [20][ 1 0]" of data type float.

This array stores the job numbers, their arrival times, and their burst times, which are read from the user.

And this array also stores the additional data after some calculations. They are...

1. Start time of the job,

2. Finish time of the job,

3. Waiting time of job,

4. Turn around time of job. .

A row of the process array contains the-following:

Process[1,0] = job number,

Process[1,1] = arrival time,

Process[1,2] = burst time, "

And after calculations...

Process[ 1,3] = start time,

Process[1,4] = finish time,

Process[1,5] = waiting time,

Process[ 1 ,6] = turn around time,

Remaining columns may be used while implementing the other algorithms.

Variables avgwt, avgtat, of float indicating average waiting time and average turnaround time respectively, and variable TOT\_JOBS for keeping track of number of jobs.

Functions Needed:

While implementing algorithms one can implement his/her own logic and can write own functions, which is up to the programmers. As far as possible avoid using global variables.

Though it is so, the suggested functions for implementing these algorithms are

1. for reading the job entries (read\_job\_entry())

2. FCFS() for fcfs algorithm

3. SJF\_non\_preempt( )for SJF algorithm,

4. Calculate() for doing various calculations like start times, finish times, waiting times, turn around times of jobs.

5. Sorting() for sorting the job entries by their arrival time (for FCFS), or by their burst time (for SJF), or by their priority (for Priority algo).

6. Print\_sorted() for printing inputted data after sorting.

7. Printing(): printing the outputs after all the calculations are over.

PROCEDURE FOR FCFS

Read the number of jobs into variable tot\_obs.

Then read the data for jobs as:

Job number, into process [1, 0],

Job arrival time into process [1, 1],

Job burst into process [1, 2], through read\_job\_entry().

Then sort the job entries by their arrival times because FCFS algorithm works by arrival times.

Print the sorted jobs on the output.

Then go for calculations.

Then Print the results on the output.

The read function can be called from the main function. Then FCFS function can be as

**Function:** **Output and menus:**

|  |
| --- |
| FCFS( ) {  sort(...):  printf("The Scheduling according to FCFS:");  print\_sorted ( . . .);  calculated(... );  getch( );  printing( };  getch( };  } |

|  |
| --- |
| Program for Process Scheduling.  Press I for FCFS  2 SJF Non Preempt  3 Exit  Default Input again |

**Output:**

Enter the Total number of jobs:

Enter Job No:

Enter Arrival time:

Enter Burst time:

.

.

.

Up to -total number of jobs these information is read from; inputs. After these inputs are over a menu should be displayed which is shown later in this. Then print the sorted jobs as below.

The sorted Jobs are

Job No . Job .A.rrival Time Job Burst Time

... . . . .. ... ...

... . . . .. ... ...

Then scheduling output:

Scheduling According to FCFS is

Job No. AT BT ST FT WT TAT

. . . . . . . . . … … . . . . . . .

. . . . . . . . . … … . . . . . . .

**WRITE A C PROGRAM FOR CPU SCHEDULING ALGORITHM FOR SJF**

**DESCRIPTION:**

The SJF algorithm also can be implemented as FCFS, but on this the jobs are sorted by their burst time. A job with shortest burst time will be scheduled first i.e. sorting should be done from short to large time of burst time. Take arrival time also in consideration. This is SJF Non pre-emptive algorithm. While implementing Priority scheduling we have read the priority also and they should be sorted by highest priority to lowest priority.

It maintains the Ready queue in order of increasing job lengths. When a job comes in, insert it in the ready queue based on its length. When current process is done, pick the one at the head of the queue and run it.

Data Structures Required:

For all CPU scheduling algorithm implementations, we need to have the following arrays.

A two-dimensional array "process [20][ 1 0]" of data type float.

This array stores the job numbers, their arrival times, and their burst times, which are read from the user.

And this array also stores the additional data after some calculations. They are...

1. start time of the job,

2. finish time of the job,

3. waiting time of job,

4. Turn around time of job. .

A row of the process array contains the-following: '.

Process[1,0] = job number,

Process[1,1] = arrival time,

Process[1,2] = burst time, "

And after calculations...

Process[ 1,3] = start time,

Process[1,4] = finish time,

Process[1,5] = waiting time,

Process[ 1 ,6] = turn around time,

Remaining columns may be used while implementing the other algorithms.

Variables avgwt, avgtat, of float indicating average waiting time and average turn around time respectively, and variable TOT\_JOBS for keeping track of number of jobs.

**Operating Systems**

**LAB 12**

# Simulation of Preemptive Process Scheduling Algorithms

**IMPLEMENT THE PREEMPTIVE PRIORITY SCHEDULING ALGORITHM. TAKE ARRIVAL TIME INTO CONSIDERATION.**

**DESCRIPTION:**

Run highest-priority processes first. Re-insert process in run queue behind all processes of greater or equal priority if a high priority process preempts the current process.

* Allows CPU to be given preferentially to important processes.
* Scheduler adjusts dispatcher priorities to achieve the desired overall priorities for the processes, e.g. one process gets 90%of the CPU.

**Comments**: In priority scheduling, processes are allocated to the CPU on the basis of an externally assigned priority.

**Problem**: Priority scheduling may cause low-priority processes to starve

**Solution**: (AGING) starvation can be compensated if the priorities are internally computed. Suppose one parameter in the priority assignment function is the amount of time the process has been waiting. The longer a process waits, the higher its priority becomes. This strategy tends to eliminate the starvation problem.

**Waiting Time:**  It is the sum of the periods spent waiting in the ready queue.

**Turnaround Time:** The interval from the time of submission of a process to the time of completion is the turnaround time.

**Response Time:** It is the amount of time takes to start responding, but not the time that it takes to output that response.

**Throughput:** The number of processes that are completed per unit called throughput.**IMPLEMENT THE ROUND-ROBIN SCHEDULING ALGORITHM.**

**PURPOSE:**

A Round Robin Scheduler algorithm is designed especially for time sharing systems. It is similar to FCFS scheduling but preemption is added to switch between processes

Preemption: The act of interrupting a currently running task in order to give time to another task.

**DESCRIPTION:**

To implement Round robin scheduling we keep the ready queue as a FIFO queue of processes. New processes are added to the tail of the ready queue. The CPU scheduler picks the first process from the ready queue, sets a **timer to interrupt** after one time quantum and dispatches the process. A small unit of time called a time quantum or time slice is defined. A time quantum is generally from 10 to 100 milliseconds.

The process may have CPU burst of less than one time quantum. In this case the process itself will release the CPU voluntarily .The scheduler will then proceed to the next process in the ready queue. Otherwise if the CPU burst of the currently running process is longer than 1 time quantum, the timer will go off and will cause an interrupt to the operating system. The average waiting time under Round Robin policy is how ever quite long.

**Lab 12 Part II:**

# Threads scheduling

Write a program that checks the default scheduling policy of threads. Change the default policy to FIFO.

Functions to be used:

int pthread\_attr\_getschedpolicy(pthread\_attr\_t \*attr, int policy);

int pthread\_attr\_setschedpolicy(pthread\_attr\_t \*attr, int \*policy);
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**LAB 13**

# Simulation of Banker’s Algorithm for Deadlock Avoidance

**Objectives:**

* To develop a description of deadlocks, which prevent sets of concurrent processes from completing their tasks.
* To present a number of different methods for preventing or avoiding deadlocks in a computer system

**Problem Statement:** Implement Banker’s algorithm for Deadlock Avoidance using C Language as per the algorithm given below.

A deadlock avoidance algorithm requires each process to make known in advance the maximum number of resources of each type that it may need. Also known is the maximum number of resources of each type available. Using both the above a priori knowledge, deadlock avoidance algorithm ensures that a circular wait condition never occurs.

**Safe State:**

A system is said to be in a safe state if it can allocate resources upto the maximum available and is not in a state of deadlock.

A safe sequence of processes always ensures a safe state. A sequence of processes < P1, P2,….., Pn> is safe for the current allocation of resources to processes if resource requests from each Pi can be satisfied from the currently available resources and the resources held by all Pj. If the state is safe then Pi requesting for resources can wait till Pj have completed. If such a safe sequence does not exist, then the system is in an unsafe state.

The resource allocation graph algorithm is not applicable where resources have multiple instances. In such a case Banker’s algorithm is used. A new process entering the system must make known a priori the maximum instances of each resource that it needs subject to the maximum available for each type. As execution proceeds and requests are made, the system checks to see if the allocation of the requested resources ensures a safe state. If so only are the allocations made, else processes must wait for resources.

The following are the data structures maintained to implement the Banker’s algorithm:

1. n: Number of processes in the system.

2. m: Number of resource types in the system.

3. Available: is a vector of length m. Each entry in this vector gives maximum instances of a resource type that are available at the instant.

Available[j] = k means to say there are k instances of the jth resource type Rj.

4. Max: is a demand vector of size n x m. It defines the maximum needs of each resource by the process. Max[i][j] = k says the ith process Pi can request for atmost k instances of the jth resource type Rj.

5. Allocation: is a n x m vector which at any instant defines the number of resources of each type currently allocated to each of the m processes.

If Allocation[i][j] = k then ith process Pi is currently holding k instances of the jth resource type Rj.

6. Need: is also a n x m vector which gives the remaining needs of the processes. Need[i][j] = k means the ith process Pi still needs k more instances of the jth resource type Rj. Thus Need[i][j] = Max[i][j] – Allocation[i][j].

**Safety Algorithm:**

Using the above defined data structures, the Banker’s algorithm to find out if a system is in a safe state or not is described below:

1. Define a vector Work of length m and a vector Finish of length n.

2. Initialize Work = Available and Finish[i] = false for i = 1, 2,.., n.

3. Find an i such that

a. Finish[i] = false and

b. Needi <= Work (Needi represents the ith row of the vector Need).

If such an i does not exist, go to step 5.

4. Work = Work + Allocationi

Go to step 3.

5. If finish[i] = true for all i, then the system is in a safe state.

**Resource-Request Algorithm:**

Let Requesti be the vector representing the requests from a process Pi.

Requesti[j] = k shows that process Pi wants k instances of the resource type Rj. The following is the algorithm to find out if a request by a process can immediately be granted:

1. If Requesti <= Needi, go to step 2.

else Error “request of Pi exceeds Maxi”.

2. If Requesti <= Availablei, go to step 3.

else Pi must wait for resources to be released.

3. An assumed allocation is made as follows:

Available = Available – Requesti

Allocationi = Allocationi + Requesti

Needi = Needi – Requesti

If the resulting state is safe, then process Pi is allocated the resources and the above changes are made permanent. If the new state is unsafe, then Pi must wait and the old status of the data structures is restored.